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Preface .

The purpose of this study was to develop device driver
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software for Vector General 3404 Graphics Display System.

The device driver software was installed on a PDP11/60 com-

puter running under the UNIX version seven operating system.
This report discusses all of the major components of

the Sysueh. These include the UNIX peripheral device I/0

processing routines, the hardware interface between the PDP11/60

and the display system, the Vector General 3404 Graphics dis-

play system, and the device driver routines. I belleve this
work will be very helpful to anyone working on peripheral
device I/0 processing under the UNIX operating system.

I would like to thank my advisor, Professor Charles W.

Richard, Jr., for his constant support and encouragement
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during this study. Deep gratitude is also expressed to

Dr. J. Lions of the University of New South Wales for his
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brilliant commentary on the UNIX operating system. And
finally, I wish to acknowledge my gratitude to Mary Mlinnick
for her effort in typing this thesis.

Bradley R. Stewart
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\ Abstract
\

N

Display System was installed under the UNIX version seven

A device driver for the Vector General 3404 Graphics

operating system on a PDP11/60 computer. This was accom-
plished by modifying an exlsting device driver which was de-
signed to run under verslon slix of the UNIX operating system.

The major toplcs addressed in this report are the C
programming language, peripheral device I/0 processing under
UNIX, the hardware interface between the PDP11/60 and the
graphlcs display system, the graphics display system itself,
and the existing device driver software.

Structure charts were used to document the design of the
UNIX peripheral device I/0 processing software and the design
of the device driver software. Modifications to the original
device driver were easily accomplished due to the top-down
modular design of the original software. UNIX provided a
straight-forward interface for adding the device drlver soft-

ware to the system.
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A UNIX BASED DEVICE DRIVER FOR THE
VECTCOR GENERAL 3404 GRAPHICS DISPLAY SYSTEM

I Introduction

The problem addressed in this thesls investigation was the i
development and installation of device driver software for a vector
General 3404 Graphics Display System (hereafter referred to as
the VG graphics device or the VG display system).

The software was installed under the UNIX version seven

operating system running on a PDP11/60 computer. This effort
was Intended as a first step in the development of a high-
level interactive graphics system for the PDP11/60 running
under UNIX.

This chapter presents the background to the problem,
scope and objectives; approach taken, conventions used, and

finally an overview of the remalnder of the thesis.

Background
In July, 1981 the RSX-11M operating system running on the

PDP11/60 computer at the Air Force Institute of Technology
(AFIT) was replaced by the Bell System's UNIX version seven
operating system. This replacement was justified by a number i
;f desirable UNIX features not offered by the RSX-11lM operating |
system.

First of all, UNIX provides more software tools for

education. It supports several different programming lan-

guages and provides excellent facilitles for document
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preparation.
] UNIX also provides very powerful tools for program
f% development. An example 1s the UNIX capability of creating
a "pipe" for inter-process communication. In a pipe, as
output 1s generated from one program 1t 1s immediately made
available as input to the next program (Refs 2:2; and 13:8).
Therefore, a pipe facilitates executing programs together
as a complete system. That 1is, a large software system can
be designed and developed in small pieces, then brought
together and executed in a pipe.

The UNIX system 1is totally self supporting. All UNIX
software is malntained on the system. With only 10,000 lines
of code, the system can easily be understood and maintained

by one person. Of the 10,000 lines of UNIX code, less than

ten percent 1s written in assembly language. The remaining
ninety percent 1is written in the general-purpose procedural
language "C". This high level language enhances system

’ understandability and maintainability. ; f
\ Ritchie and Thompson list the following desirable UNIX
features seldom found even in larger operating systems

(Ref 13:1).

B T Y

1. A hierarchical file system 1lncorporating

‘demountable volumes.
2. Compatible file, device, and inter-process I1/0.

3. The ability to initiate asynchronous processes.
4, System command language selectable on a per
user basis.
5. Over 100 subsystems, including a dozen languages.
' 6. High degree of portability.
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These features make UNIX simple, elegant, and easy to use.

With the upgrade to UNIX, it became necessary to upgrade
the graphics package on the PDP11/60. FGP34, a graphics
package based on ACM/SIGGRAPH's Core System standard proposal
(Ref 15), is the package that ran under the RSX-11M operating
system. Thils package 1s not readily compatible with UNIX.

In order to run FGP34 under UNIX, a new device driver would
have to be written. This could be very difficult to
impossible depending on how strongly the FGP3U4 software is
dependent on the RSX-11M operating system. Another issue
that must be considered is that FGP34 does not support com-
plete device 1ndependence. That 1s, it only runs with the
Vector General 3400 series display systems. Therefore, when
other types of graphics devices are installed on the PDP11/60
in the future, the FGP34 will not support them.

As a result of these problems and limitations, it was
declded to acquire a better graphics software system, e.g.,
one based on the Core System that 1s operating system inde-
pendent and device 1ndependent. One good candidate that has
been identified is GRAFLIB, a graphics software system
developed by the Lawrence Livermore Laboratory (Ref 6).

No matter which high level graphics software system 1s

'finally implemented, a new low level device driver had to be

installed under UNIX for the VG graphics device. When this
investigation was begun, the author knew of no VG device drivers

written to run under UNIX versicn seven. At the same time,

1t was known that two different VG device drivers did exist




for UNIX version six. One had been developed at The

University of Kansas. Another had been developed at The
University of Texas at Austin. In order not to "re-invent"
the wheel, it was declded to modlfy one of these exlisting
drivers to run under UNIX version seven.

The driver developed at the University of Texas at Austin
was chosen because of its straight forward, top-down design
and because the driver source code was easy to obtain. The
driver was written by Douglas McCallum in support of his
thesls on machine-independent interactive computer graphics
(Ref 12). It was designed for the UNIX version six operating

system running on a PDP1l1l/34 computer.

Scope and Objectives

This thesis investigation was devoted to updating and in-
stalling McCallum's VG device driver on the PDP11/60 computer under
the UNIX version seven operating system.

One maln objective was to, as much as possible, use
McCallum's device driver software "as is". Modifications
were only made to make the driver compatible with UNIX version
seven and to meet the space limitations of AFIT's PDP11/60
computer. Also, since McCallum's driver did not support the
VG's data tablet input device, software was developed and
.incorporated to support AFIT's data tablet.

Another maln objective was to document how the VG driver
works. This included an explanation and description of the
UNIX operating system, the hardware interface between the

PDP11/60 and the VG graphics device, the VG graphics device

enikminchit Jkas
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itself, and the driver routines.

Approach
This project required a working knowledge of the "C"

programming language, the UNIX operating system (both versions
six and seven), the PDP11/VG3404 hardware interface, the VG
graphlics device at the register level, McCallum's driver
software, and driver installation procedures.

?;1 First, UNIX was studied from a user's point of view to
w?: learn how to use the system. The article "An Introduction

31 to the UNIX Shell" and "UNIX for Beginners — Seventh Edition"
| served as tutorials for this step (Refs 2 and 9). The UNIX
text editor was learned next by studying the article "A

- Tutorlal Introduction to the UNIX Text Editor" (Ref 8).

Next, the "C" programming language was learned by
writing and executing programs that illustrated the major
o features of the language. Kernighan and Ritchie's book

¢ entitled The C Programming Language was used as a tutorial

| during this step (Ref 7). This step was essential since
t ﬁ both UNIX and the device driver are written in "C".
| After learning the basics above, UNIX was studied from
a systems point of view to learn how it deals with device
drivers in general. J. Lions' commentary on the UNIX operating

system, along with listings of UNIX source code, served as

L2 S K

the main tutorial for this step (Refs 10 and 11). The

b

differences between UNIX version six and UNIX version seven

were also studied at thils point.

e R A i iet,
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Study of Vector General documentation provided an
understanding of the PDP11/VG3404 hardware interface and
the VG graphics device at the register level. The most

important of these documents were the Programming Concepts

Manual, the System Reference Manual, the PDPll Interface
Specification, and volume one of The Series 3400 Technical

Manual (Refs 17-20).

S Lo B N L a

<o

The knowledge obtained from the above studies helped

S

the author understand McCallum's driver software. Some help 3

was also recelved through telephone conversations with

Douglas McCallum. Once the driver was understood, it was
updated to run under UNIX version seven. Next, the driver

was 1installed on the system using the articles "Regenerating

L e Lo M Ao TN A LI W . 0 A 5 2y o

System Software" and "Setting Up UNIX" as a guide for in-
: stallation procedures (Refs 4 and 5).
The final step was the development and incorporation of

routines to handle the VG data tablet input device.

0 W W Lo e 2 e

McCallum's routines for the VG function switches and keyboard

input devices served as a guide for writing these routines.

; Conventions Used

A few conventions are identified here that are used
.throughout the report.
All references to UNIX system commands are specified

by the command name followed by a section number in paren-

thesis. The section number refers to the section of the

UNIX Programmer's Manual (Ref 1) where the command is defined.
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For example, cp(l), refers to the copy system command which
is found in section 1 of the UNIX Programmer's Manual. This
system was adopted because the UNIX Programmer's Manual does
not have page numbers.

Another convention that merits explanation 1s how com-
puter code 1s cited in this report. Two types of code are
cited in this report; a stream of UNIX system commands

entered from a terminal and listings of "C" language statements

taken from computer programs. The following UNIX system command

stream 1llustrates how a stream of UNIX command statements

# cd /sys/conf

# cp /sys/dev/vg.c/sys/dev/vg
# mkdev_i vg

cp ../h/param_i.h ../h/param.h
a - vg.o

# rm /sys/dev/vg

#

~I W1 =W
. . L] L] . . -

1s cited in thls report. First, the statements are numbered
sequentially to provide a means of referencing each indivi-
dual line. If only one statement 1s cited then 1t is not
numbered. The symbol "#" 1s a prompt sign printed by the
system. Following the prompt sign the user types a command
statement followed by a carrlage return. The system executes

the command then prints another "#" to prompt the user for

‘more input. Lines not beginning with the "#" prompt, as with

lines four and five above, represent messages or text printed
during the execution of a command.
The "#" prompt 1s also an indication that the user 1is

logged in as the super-user. The super-~user is granted

MRS R
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special access rights and priviledges that other users do
not receive. These rights and priviledges allow the super-
user to make any necessary changes to the system, such as
install a new device driver.

The "C" language statement listing

1. dtclose()

2. { extern struct cdevsw vgdev[]; 1
3. POUT(dtb, 0);

y, , while (getc(&vgunit[1] .i0) >= 0);

5.

i1s an example of how portions of compufter programs are cited

in the report. The statements are simply numbered sequentlally

8o each individual line can be referenced easily.

Overview of the Thesis

The block diagram depicted in Figure 1 orients the reader
to the system components and the communication paths between
them. The main body of the thesis descrlbes these components
and communication paths in detail. The remainder of the
report 1s outlined below.

In order to establish a common base to work from, some
basic concepts of the UNIX operating system are presented in
chapter two. This includes a description of the UNIX File
.System, the UNIX I/O System, and process management.

Chapter three describes in detail how UNIX processes

user program requests for peripheral device I/0, how it

deals with device drivers, and how 1t processes interrupts

from peripheral devices.
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The VG 1s described down to the register level in
chapter four. Thls 1s necessary because the device driver
deals mainly with reading and writing the VG's internal
reglsters.

Chapter five 1s a description of the hardware interface
between the PDP11/60 and the VG graphics device. All data
and control communication between the PDP11/60 and the VG
take place via this interface.

The device driver software 1is documented in chapter six.
This 1ncludes a speciflication of the overall requirements,

a description of the software design, an a detailed discussion
of implementation details. The discussion on driver imple-
mentation includes both user level implementation and docu-
mentation of the driver routines in their final state, e.g.,
after updating for UNIX version seven and trimming to meet
space limitations.

Cbapter seven describes the changes made to McCallum's
original driver to make it compatible with AFIT's system.

The procedure for installing the device driver 1is des-

cribed in detall in chapter eight.
The software testing methodology is described in chapter

nine. All of the tests performed on the driver software are
also incluaed.
Finally, conclusions and recommendations are given in

chapter ten.
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A detalled knowledge of certaln aspects of the UNIX
operating system is required for developing and installing
peripheral device driver software on the system. In order to
gain this detalled knowledge, the basic concepts must first
be understood.

This chapter presents a discussion of some basic UNIX con-
cepts. Emphasis 1s placed on those concepts that will aid the
reader in understanding the more detailed UNIX concepts presented
in subsequent chapters. The main ideas covered here are the UNIX

file system, the UNIX I/0 system, and process management.

The UNIX Flle System

Ritchie and Thompson have stated, "the most important role
of the system is to provide a file system" (Ref 13:2). UNIX
supports a hierarchical disk based file system compcsed of
three different kinds of files: ordinary, directory, and
speclal. Each of these files 1s stored as a one dimensional
array of bytes. Structure within these flles 1s controlled by
the programs that use them and not by the system.

Ordinary files, dlrectory files, speclal flles, file
system hierarchy, file path names, and file system implementa-
tion are discussed in this section.

Ordinary Files. Ordinary files can be created by any

user. They contain whatever the user puts in them, e.g., data,

source programs, object (binary) programs, etc. Access per-
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mission to ordinary files 1s controlled by the file owner

and/or by the super-user, i.e., the person in charge of main-
taining the entire system.

Directory Files. Directory files are maintalned by the

system. They can only be written by the system. A user pro-
gram may not open a directory file for writing. Directories
may contain names of ordinary files, special files, and other
directory files. For each file name entry, the directory
maintains a pointer, called the i-number (for index number),
to the information actually describing the file. 1In other
words, each directory entry provides a mapping between a file
name and the actual file. The i-number will be descrilbed
later in detail.

Special Files. A special file is a file that has been

associated with an I/0 device. By UNIX convention, these files
all reside in directory /dev. User programs access I/0 devices
through references to the special files associated with the I/O
devices. User programs may open, close, read, and write specilal
files as 1f they were ordinary disk files. When special files
are referenced from a user program, the system calls the appro-
priate device driver routine to activate the associated device
(Ref 13:3). This 1s a key concept in this thesis because the
éG graphics device has four of these =pecial files assoclated
with 1t for I/0 purposes. These four special files are des-
cribed in detail in chapter six.

File System Hierarchy. Directories are maintained hy
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alpha sigma

deta

Fig 2. Fille System Hierarchy

-the system as a hierarchy

in the form of a rooted tree. An

example of such a rooted tree is illustrated in Figure 2. 1In

this figure, as with the UNIX file system, the root directory

is denoted by a slash character, "/". The root directory

contains the files alpha and sigma. Alpha is alsc a directory

file containing files beta and delta. Beta 1is a directory

file containing file gamma. All non-leaf flles in the rooted

tree are directory files.

be elther ordinary, speclal, or empty directory files.

Files delta, gamma, and sigma could
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Many of the higher level directories in the file system

hierarchy are reserved for system use. They contaln system
commands, UNIX source and object files, utility programs, etc.

The super user adds directories to the file system for
each user. These directories may be added to any level of the
hierarchy. They are created for the user's own files. Users
manage files within their respective "home" directories through
the use of system calls. They may do such things as add and
remove files from their own directories. They may also create
and ménage sub-directories attached to their original home
directories.

File Path Names. A file may be specified to the system

in terms of 1ts path name. Ritchie and Thompson describe this

concept well.

"When the name cof a file is specified to the
system, it may be in the form of a path name,
which 1s a sequence zf directory names separated
by slashes, "/", and ending in a file name. If
the sequence begins with a slash, the search
begins in the root directory. The name /alpha/
beta/gamma causes the system to search the root
for directory alpha, then search alpha for beta,
finally to find gamma in beta. Gamma may be an
ordinary file, a directory, or a special file.
As a limiting case, the name "/" refers to the
root itself." (Ref 13:3)

. If the path name does not start with a "/" then the
system begins searching in the user's current directory. When

a user logs onto the system, the user's assigned home direc-

tory becomes the current directory. The current dilrectory may

be changed through use of the change directory system call, cd(1l).
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File System Implementation. A detalled description of

the implementatlion of the UNIX file system is given by
Thompson and Ritchie (Ref 13:6-7 and 16:7-9). The main ideas
are presented here.

The system maintains a list of file definitions called
the "i-1list". This 1list resides on secondary storage
(usually on disk) and consists of one "i-node" for each fille
that exists in the file system. The integer offset of an
i-node in the i-1ist is called the i-number. It 1s used for
referencing the i-node and 1is stored in a directory along with
the file name associated with the i-node.

Each i-node contains all the iInformation needed to define
a file, such as; the type of file, access permissions, the
number of links to the file, etc. (Ref 13:6) For non-special
files, the i-node contains information about where the file
resides on disk (Refs 13:6 and 16:7). For special files, the
i-node contains a device class and a device name. These are
used by the system to invoke the appropriate device driver
when a user program requests access to a special file.

Figure 3, adapted from Thompson (Ref 16:8), shows the
data structures maintained by the system during flle access.
Each user process 1is allocated an open flle table. Thils table
éontains polnters to entries 1n the system open file table.

As a user process 1s swapped 1n and out of core, 1ts open file
table 1s swapped along with it. The system open flle table

and the active 1-node table are always resldent in core. The

1-11ist resides on disk.
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To access an existing file, a user program must first
"open" it via the open(2) system call. The file's pathname
is specified as one of the input parameters for this call.
The system uses the pathname to search the hierarchy of
directories until the specifled file name is found. Next,
the i-number stored in the directory with the file name is
retrieved. The i-number is used to access the appropriate
i-node. The system checks the flle's access permissions
(stored in the i-node) to verify that the requested access is
legal. If it is, the system coples the disk verslon of the
i-node into the active i-node table. A pointer to this active
i-node table entry is entered in the system open tile table.
A pointer to this system open file table entry 1s entered in
the user's open file table. The integer offset of the entry
just made in the user's open file table 1is called a file
descriptor. It 1s passed back to the user program. The user
program passes the file descriptor as an input parameter on

all subsequent system calls requesting access to the open file.

The UNIX I/0 System

This section begins with a description of basic I/0 system
calls. This is followed by a discussion of device classes
gnd device names which are used during peripheral device I/0
processing.

Basic I/0 System Calls. A user program requests I/0

through the use of the open(2), close(2), read(2), write(2),

stty, and gtty system calls (see 1loctl(2) for the stty and

17
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gtty system calls). The open(2), close(2), read(2), and
write(2) system calls may be used on both ordinary and
speclal files, while the stty and gtty calls are only used
on special files. The open(2) call opens a file for access
while the close(2) call terminates access to a file. The
open(2) call passes two parameters to the system; (1) the
path name of a special file and (2) an access mode, If the
access mode specified is 0 then the I/0 request is for reading
only. If the access mode equals 1 then the request is for
writing only. If it equals 2 then the request if for both
reading and writing. The open(2) call returns a file des-
criptor which must be used in subsequent I/0 requests on the
open file. The close(2) system call passes one parameter to
the system; a file descriptor.

The read(2) and write(2) calls pass three parameters to
the system; (1) the file descriptor obtained from the open(2)
system call, (2) a pointer to a user buffer, and (3) the
number of bytes requested. With the read(2) system call, up
tovthe number of bytes requested are read into the user buffer.
The system returns the number of bytes actually read. With
the write(2) command, the number of bytes requested are written
from the user buffer to the specified file. The number of bytes
actually written is returned to the user program.

The stty and gtty commands are used to set and get character-
istics of peripheral devices. These system calls each pass two
input parameters to the sytem; (1) a fiie descriptor and (2) a

pointer to a user buffer. The contents of the user buffer
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specify which device characteristics to set or get.

When a user program invokes one of these basic I/0
system calls on a special file, the operating system activates
the associated peripheral device vla device driver routines.
The device class, part of the device name, and the type of
I/0 system call determine which device driver routine is in-
voked. The appropriate device driver routine performs the
requested I/0 function on the peripheral device then returns
control to the operating system which then returns control to
the user program, passing back the appropriate data. Device
classes and device names are now discussed.

Device Classes. Each I/0 device falls into one of two

categories; block oriented or character oriented. Block
oriented devices are devices such as disk and tapes which deal
with 512-byte blocks. All other devices are considered chara-
ter oriented. Therefore, the VG graphics device 1s a character
oriented device.

Special files assoclated with block I/0 devices are marked
as block oriented, while those associated with character devices
are marked as character oriented. This information is carried
in each speclal file's i-node.

Devlice Names. The system assigns a device name to each

‘special file. It is stored in the special file's i-node.
The device name 1s made up of a major device number and a
minor device number. These are stored in the i-node as a 16
bit computer word with the major number in the high order 8

bits and the minor number in the low order eight bits (Ref 14:1).

19
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When a user program requests access to a specilal file,
the file's device class, major device number, and the type of
I/0 request determine which device driver routine to invoke.
The specilal file's minor device number 1is passed to the device
driver routine as an argument (Ref 16:5).

Any meaning assoclated with.the minor device number is
assigned by the device driver routine itself. For example, if
there are several identical I/0 devices on a system, the minor
device number could be used to indicate which one of the I/0
devices to activate. Another example would be I/0O devices com-
posed of several sub-devices. In thils case, the minor device

number could be used to indicate which sub-device to activate.

Process Management

Ritchie and Thompson identify an "image" as a computer
execution environment and a "process"™ as the execution of an
image (Ref 13:8). Roughly speaking, a process may be defined
as "a program in execution" (Ref 10:7-1).

UNIX allocates two data structures for each process on
the system. They are the '"proc" structure and the "user"
structure. These structures make up part of the overall pro-
cess 1lmage. A complete listing of each 1s included in Appendix
A,

The Proc Structure. The proc structure for each process

1s permantly resident in core. Thils structure is defined in
the UNIX source file /sys/h/proc.h. It contains information
that must be accessible at any time, especially when the main

part of the process image has been swapped out to disk. Lions

20
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describes the inforhation carried in the proc structure in his

commentary on the UNIX operating system (Ref 10:7-2).

The User Structure. The user structure assigned to each

process 1s swapped in and out of core with the swapable portion
of the process image. At any given time, the only user struc-
ture in core 1is the one assigned to the process currently belng
executed. While in core the user structure is referenced as
the "u" structure.

1he u structure 1s defined in the UNIX source file
/sys/h/user.h. It contalns such information as user identi-
fication, parameters for I/0 operations, file access control,
system call parameters, and accounting information.

The u structure 1s accessed often during execution of
a process. Each element of the u structure is accessed by
stating the name of the structure, followed by the structure
member operator '.', followed by the element name (Ref 7:120).

For exanmple,
u.u base

is a reference to the element u_base of the u structure.

Both the UNIX operating system and the device driver
routines access the u structure often while processing peri-
éheral device I/0 requests. The individual elements of the u
structure needed for 1I/0 processing are described throughout

this report as needed.

21
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Summary
Some basic concepts of the UNIX operating system were

presented 1n this chapter. Emphasls was placed on those UNIX
concepts that pertain to this thesis project. With these
basic concepts as a foundation,'the next chapter describes
how UNIX processes user program requests for peripheral device

1/0.

22
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III Peripheral Device I1/0

The UNIX operating system 1s the focal point for all
peripheral device I/0 processing. This chapter 1is a dis-
cussion of how UNIX processes user I/0 requests and peripheral
device interrupts. Emphasis is placed on character oriented
peripheral devices. This will help the reader to understand
how UNIX deals with the VG graphics device.

This chapter 1s divided into three sections. The first
presents a high level discussion of the flow of control during
I1/0 processing. This is intended to orlent the reader to the
overall role of the UNIX operating system in peripheral device
I/0 processing. The next section describes how user program
I/0 requests are processed. The last section describes how

peripheral device interrupts are processed.

Flow of Control During I/0 Processing

UNIX controls the processing of all user I/0 requests and
all peripheral device 1Interrupts. The block dlagram in
Figure 4 1llustrates the overall flow of control during I/O
processing. When a user program requests I/0 on a peripheral
device, control 1s transfered to UNIX. First, UNIX executes
the device independent routines needed for the I/0 request,
then it determines which device driver routine to invoke for
the required device dependent processing. Next, the appro-
priate device driver routine 1s called. It performs the

requested I/0 function then returns control to UNIX. UNIX

P PHINT
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User Program 1

UNIX

Peripheral
4 Device

Device Driver
Routines

Fig 4. Flow of Control During I/0 Processing

“finishes processing the I/0 request then returns control to
the user program. In terms of the components of Figure 4, the

typlcal flow of control for processing a user I/0 request is

1,2,3,2,1.

When a peripheral device signals an interrupt to the PDP1l1
processor, control 1s transfered to the interrupt vector in
UNIX. The interrupt vector first transfers control to the UNIX

dssembly language interrupt handler which performs device

independent interrupt processing.

interrupt handler, which 1is part of the device driver software,
18 invoked. The device dependent interrupt handler processes

the 1interrupt then returns control to UNIX.

24

Next, the device dependent

UNIX returns con-
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’ User Program

User Program :

1/0 System
AN Call

System Trap Mechanlsm

1 UNIX Trap
4 Handler
Routines
UNIX I System-Call Switch
N\ System Call
Handlers

: Device Switch Tables

DevicevDriver Device Driver
Routines == Routines

Fig 5. I/0 Processing Routines and
Control Transfer Mechanisms

trol to whoever had it at the time the interrupt occurred.
In terms of Figure 4, the flow of control for processing a

peripheral device interrupt is 4,2,3,2.

Processing User Program I/0 Requests

The portion of Figure U4 dealing strictly with processing
user I/0 requests 1is expanded in Figure 5 to show more detail.
This figure illustrates the groups of routines called to
process an 1/0 request and ldentifies the mechanisms used to
transfer control between each group of routines. Control is
transfered from the I/0 system call to the UNIX trap handler
routines via the system trap mechanism; from the UNIX trap

handler routines to the UNIX I/O system call handler rodtines

25
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via the system-call switch table; and from the UNIX I/O
system call handler routines to the device driver routilnes
via the device switch tables. The remalnder of this section
describes each group of routines and each switch mechanism
starting with the user program and ending with the device
switch tables. Much of this information is found in Lions'
commentary on version six of the UNIX operating system
(Ref 10:Chapters 9, 10, 11, 12, 15, 18, and 19). However,
due to differences between UNIX versions six and seven some
of the information presented here was obtained directly from
the UNIX version seven source code. When thils is the case,
the appropriate UNIX version seven source file is referenced.
The device driver routines are not described in detail
here. Chapter six is devoted to a detalled description of the
VG device driver routines.

The User Program and 1/0 System Calls. A user program

requests peripheral device I/0 via the I/0 system calls
open(2), close(2), read(2), write(2), stty, and gtty (see
foctl(2) for stty and gtty). These I/0 system calls each com-
pile to a trap instruction followed by the call's input
parameters listed in the order that they were specified in the

call. For example, the system call

26




read(fildes, buffer, mode)

complles to

- et

. trap 3

fildes

buffer

mode
The low order byte of the trap instruction is an integer
system-call identifier which uniquely identifles which system
call caused the trap (Ref 10:10-2). In the example aktove,
the number 3 represen':s the system call identifier for a "read"
system call. Later, the system call identifier is used as

an index into the system-call switch table to fetch the

address of the appropriate system-call handler routine.

The System Trap Mechanism. Traps occur as the result

of events internal to the CPU (Ref 10:9-3). Several different
classes of system events cause the CPU to trap. Some of the
different classes are bus errors, illegal instructions,
power fallure, execution of a system call trap instruction,
etc. (Ref 10:9-3). A trap vector exists for each different
class of events. All of the trap vectors are defined in the
source flle /sys/conf/l.s. The version of this file used
when the VG graphics device 1s configured on the system,
)sys/conf/l.s.vg, is listed in Appendix B.

When a system event causes a trap to occur, the CPU
immedlately transfers control to the associated trap vector.
This 1s the first step for processing the trap. The trap

vector assoclated with system calls is 1llustrated in
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Execution of a

UNIX Assembly

System Call |—# 34 NleDg —® Language Trap
Trap Handler
New
36 PS
Fig 6. System-Call Trap Vector

figure 6. This trap vector begins at location 34 (octal) of
low core (Ref 10:10-3).
assembly language "start" routine (see line 31, Appendix B).

This is used when booting up the system, then location 34 is

routine. Location 36 contains the new processor status (P3S)
value to be used while handling the trap.

. When the CPU executes a system call trap Instruction,
it immediately loads the program counter (PC) and the pro-
cessor status (PS) word with new values taken from vector

locations 34 and 36 respectively (Ref 10:10-3). The old PC

and PS are automatically saved on top of the system stack.

Initially, location 34 contains the

“overlayed with the address of the assembly language trap




The old PC value is pointing at the first word after the

trap instruction, i.e., the first system call input parameter.
Control is now transferred to the new address held in the PC,
i.e., the address of the UNIX assembly language trap routine
(Ref 10:10-3).

UNIX Trap Handler Routines. The UNIX trap handler

routines consist of the assembly language trap routine located

in source file /sys/conf/mech_i.s and the C language trap routine

fad s

E | located in source file /sys/sys/trap.c.

When the assembler trap routine gets control, it first
saves the new PS on top of the system stack. Lions states,
;.- "it is important to save the PS as soon as possible, before

t it can be changed, since it contains informatlion defining the

type of trap that occurred" (Ref 10:10-3). Next, the assembler

trap routine saves important system registers on top of the

PP

stack so that they may be restored after the trap 1s processed.

o Finally, the C language trap routine is called.

First, the C language trap routine processes the parameters

specified in the I/0 system call. These parameters are fetched

from the user program string in the followling ways (Ref 10:12-2):

1. via the specilal register rO;
2. as a set of words embedded in the program
. string following the "trap" instruction;
3. as a set of words in the program's data area.

A et Am mea

The open(2) system call parameters are passed from the

user program using method 2 above. That 1s, the two para-

meters specified in the open(2) call are picked up from the
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program string following the trap instruction. This 1is
accomplished using the o0ld PC value (fetched from the system
stack) which 1s pointing at the parameter 1list. The para-
meters for the other five I/0 calls are passed using a com-
bination of methods 1 and 2 above. The first parameter of

these five calls is placed in special register r0O when the

trap instruction is executed. The remaining parameters are
plcked up from the program string following the trap instruc-
tion.

The C language trap routine fetches all the system call
input parameters by first fetching the unique identifier for
the system call from the low order byte of the trap instruc-
tion (Ref 10:12-2). This integer identifler 1is used as an
index into the system-call switch tahble (described later) to
retrieve two pieces of information; the total number of

' parameters required for the system call and the number of
those parameters that were passed throuzh special registers.

' After fetching all the parameters, the C language trap
routine places them in the argument array, u.u_argl], so that
they may be retrieved later by the UNIX I/O system call
handler routines. Depending on which I/0 system call is made,

u.u_arg[] contalns one of the following sets of system call

L1
at . i
B
2.
3

4

parameters.




1. For the open(2) system call:
u.u_arg[0] = file pathname;
u.u_argl[l] = access mode

2. For the close(2) system call:
u.u_arg[0] = file descriptor.

3. For the read(?) and write(2) system calls:
u.u_arg[0]= file descriptor;
u.u_arg[l] = pointer to a user buffer;
u.u_arg[2] = number of bytes to be read

or written

4, PFor the stty and gtty system calls:
u.u_arg[0] = file descriptor;
u.u_arg[l] = pointer to a user buffer.

After the system call parameters are placed in the u.u arg[ ]
array, the C language trap handler calls the appropriate
UNIX I/0 system call handler routine via the system-call
switch table.

System-Call Switch Table. The system-call switch table

is defined in file /sys/h/sysent.h as an array of structures.
The array is initialized in file /sys/sys/sysent.c. The
following C code declares the array but does not dimension or

initialize it.

1 extern struct sysent {

2. char sSy_narg;

3. char Sy_nrarg;

4, int (*sy_call)();
5 } sysent[] :

iines 1-4 define a structure named sysent which consists of
three elements. The first element, sy_narg, is used to
specify the total number of arguments needed for a particular

system call. The element named sy _nrarg 1s used to specify

the number of arguments passed through special reglsters such




Sysent Table
index sy_narg sy_rarg {(*sy_call)()
3 3 1 read
] 3 1 write
5 2 0 open
¢ 6 1 1 close
| S . . 5
1 32 2 1 gtty
F . -
h . .
é

: Fig 7. System-Call Switch Table

S - as rO. The last element, (¥sy call)(), is a pointer to a

function that returns an integer value (Ref T7:114-116).

Line five declares an undimensioned array of sysent
stfuctures. The array 1s also named sysent, which may cause
some confusion. The sysent array 1s initialized in file
/sys/sys/sysent.c to logically appear as a table with one row

for each system call existing on the system. Figure 7 shows

the table entries for the I/0 system calls. Notice that the

B S

three elements of the sysent structure map directly onto each
row of the table, thereby providing a means of retrieving

. data from the table. The table is indexed by the system call

identifier obtained from the low order byte of the system call
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open

namei openl

!

openi

!

Device Driver
Open Routine

Fig 8. Routines for Processing an open(2) System Call

" trap instruction. The first two columns of the table were used

by the C language trap routine to determine how many parameters
to fetch and how many of them were passed iIn special registers.
The third column of the table, which contains the addresses of
the I/0 system call handlers, 1s used by the C language trap
handler to call the appropriate I/0 system call handler.

I/0 System-Call Handler Routines. The I/0 system calls

open(2), close(2), read(2), write(2), stty, and gtty cause the
C language trap handler to invoke the I/0 system-call handler
routines open, close, read, write, stty, and gtty. Each of

these system-call handler routines is described later.

Open. Figure 8 illustrates the system-call handler

e




routines invoked to process the open(2) system call. The
open routine, located in source file /sys/sys/sys2.c, first
calls the "namel" routine (located in /sys/sys/nami.c) to
convert the file pathname (system call parameter 1 retrieved é
from u.u_arg[0]) into a pointer to an i-node. If the file has ‘

not been previously opened then namel makes a copy of the 4

f4le's disk i-node in the active i-node table (Ref 10:18-3).
' This 1s accomplished via a call to the "iget" routine (Ref
10:18-3). Namei returns a pointer to the active i-node table
entry. Next, open calls the "openl" routine passing it the
polnter to the active i-node. Openl, located in source ille
/sys/sys/sys2.c, first checks file access permissions. Next

1t makes the appropriate entries 1n the system open file table

and the user open file table. Finally, openl calls the "openi®

routine. Openi, located in source file /sys/sys/fio.c,

,' retrieves the special flle's device class and device name.

The device class indicates whether to call the driver open
routine via the character device switch table or via the block
device switch table. The major device number, taken from the
high order byte of the device name, determinec which device
driver open routlne to invoke via the device switch table.

The appropriate device driver open routine 1is called with the

-
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minor device number (taken from the low order byte of the i

device name) passed as an argument.
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close

closef

.

closel

!

Device Driver
Close Routine

Fig 9. Routines for Processing a close(2) System Call

Close. Figure 9 illustrates the routines invoked to
process a close system call. As stated by Lions, "the 'close'
system call 1ls used to sever explicity the connection between
a user program and a file and thus can be regarded as the
inverse of 'open'" (Ref 10:18-3). {

The Close routine, located in source file /sys/sys/sys2.c,

zeros out the appropriate entry in the open flle table, h

u.u_ofile [], by fetching the file descriptor parameter from
u.u_arg[0] and using it as an index into the open file table
(Ref 10:18-4). Next, the close routine calls the "closerf" é

routine. Closef, located in source file /sys/sys/flo.c,

decrements the reference count to the file. If there are no
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read write

readi writei
Device Driver Device Driver
Read Routine Write Routine

Fig 10. Routines for Processing the read(2) and
write(2) System Calls

‘more references to the file then the system open file table
entry 1s eliminated and the actlve i-node table entry is copled
back to the 1-1ist stored on disk. This 1s accomplished via a
call to the "iput" routine (Ref 10:18-4). Finally, the closef
routine invokes the device driver close routine via the appro-
prlate device switch table. The minor device number is passed
as an argument.

. Read and Write. The read and write system call handlers

are discussed together because they execute some common code.
Figure 10 1illustrates the routines invoked to process the
read(2) and write(2) system calls. The read and write routines,

located in source flle /sys/sys/sys2.c, simply call the




e .

yTERS e TUIU G U TRERT CLIOIRCAE T, T R I Ty e T

L At A o eh .

"rdwr" routine, passing a flag to indicate which routine made
the call (Ref 10:18-4).

The rdwr routine, located in source file /sys/sys/rdwr.c, h
first checks the speclal fille's access permissions to see if
the read or write system call is permitted on that file. This i
1s accomplished by using the file descriptor input parameter
to check the speclal file's access permissions stored in the
speclal flle's actlve i-node. Next, the rdwr routine loads
u.u_base wlth the address of the user buffer which was speci-
fied as the second input parameter of the system call. Next,
u.u_count 1s loaded with the number of bytes to be transfered,
i.e., the third input parameter of the system call. Next,
rdwr sets up the offset into the user buffer by loading
u.u_offset with the offset value obtained from the special
file's active 1-node. Finally, rdwr switches out to either
readl or writel. These two routines are located in source
file /sys/sys/rdwrli.c. For character oriented special files,
readl and writei simply switch out to the appropriate device
dri&er read or write routines via the character device switch
table.

Stty and Gtty. Figure 11 illustrates the routines called
to process a stty or a gtty system call. The stty and gtty
routines, located in source file /sys/dev/tty.c, each alter
the u.u_arg[ ] array then call the "ioctl" routine. The
u.u_arg[ ] array 1s altered because the ioctl routine expects
a flag in u.u_arg[l] indicating whether the stty routine or {

the gtty routine made the call. Both stty and gtty alter the
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Fig 11. Routines for Processing the stty and
gtty System Calls

u.u_arg[ ] array in the same way. The data in u.u_arg[l] is

~moved to u.u_arg[2], then the appropriate identification flag

is plaéed in u.u_arg[l]. After this has been accomplished,
the 1loctl routine is invoked. This routine is located in
source flle /sys/dev/tty.c.

For character oriented special files, 1octl simply calls
the appropriate device driver ioctl routine via the character
device switch table, passing both the minor device number and
the i1dentification flag retrieved from u.u_arg[l]. The
identificatlion flag lets the.device driver ioctl routine know
whether the call 1s a stty or gtty call.

Device Switch Tables. The UNIX I/0O handler routines call
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device driver routines via the system's device switch tables.
Two such tables exist; the block device switch table (bdevsw)
for block oriented devices and the character device switch
table (cdevsw) for character oriented devices. In principle,
the two tables are used in the same way. The cdevsw table

is describe here.

The cdevsw table 1s declared in system source file
/sys/h/conf.h and initialized in file /sys/conf/c.c. The
following C code declares the table but does not dimension or
initialize 1it.

. extern struct cdevsw {
’ int (*d open)

3

(s
int (*d_close)()
int (*d read)();

1

int (*d write

int (¥*¥d_ioctl)

int (¥*d_stop)();

struct tty *d_ttys;
} ecdevsw [ ];

b4
.
3

O O~ =W

Lines 1-8 define a structure named cdevsw. The structure con-
sists of seven elements (lines 2-8). Each of the first six
elements 1is a pointer to a function that returns an integer
value (Ref 7:114-116). The last element is a pointer to a tty
structure.

Line 9 declares an undimensioned array of cdevsw structures
(Ref 7:124). The array is named cdevsw, which may cause some
confusion because each of the structures making up the array
is also named cdevsw. Since the array 1s not dimensioned, no
storage 1s allocated at this point.

The initialization of array cdevsw 1s defined in flle




/sys/conf/c.c. The version of this file used when the VG

graphics device 1s configured on the system, /sys/conf/c.c.vg,
i1s included as Appendix C., The array ls initialized to v

logically look like a table with 23 rows (0-22) of seven

elements each (see lines 53-79, Appendix C). Each row in the
table 1is reserved for a different character oriented peripheral
device. The first six elements in each row are the names of
the device driver routines for a particular device, while the
seventh element 1s a pointer to a tty structure associated with
that particular device.

The seven elements of the cdevsw structure map directly

onto the seven elements of each row of the cdevsw table. -In

this way each row element may be referenced by specifying the

corresponding name from the cdevsw structure. For example,

the code

cdevsw[22].d_open

1ls a reference to the first element of row 22 in the character

device switch table.

It has already been pointed out that the i-node for each

special file contains a device class and device name. It has

also been pointed out that the device class and major device

number are used to determine which device driver routine to

call. Thils concept 1s explained in detall here. The device

class 1s either character or block. This indicates which

switch table to use. The major device number 1s used as a row

index 1into the appropriate table. For example, the i-node for
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a speclal flle assoclated with the VG graphics device contains

a device class "¢" (for character oriented) and a major device
number 22. This information tells the system that the names
of the VG driver routines are found in row 22 of the cdevsw
table. Row 22 contains the entries vgopen, vgclose, vgread,
vgwrite, vgioctl, nulldev, and 0 (see line 77, Appendix C).
Nulldev indicates that there is no driver routine for the
d_stop function, while the zero entry indicates that no tty
structure 1is needed for the VG graphics device.

The following C language statement is a general example
of how the UNIX I/0 handler routines call device driver routines

via the cdevsw table.
(*¥*cdevsw[maj].d_close)(dev);

In thils example, assume "maj" contains the major device number
and "dev" contains the minor device number obtained from a
special file's active l1-node. The statement evaluates to a
function call on the device driver routine whose address
resides in the d_close element of row maj in the cdevsw table.
The minor device number in dev 1s passed as an argument.

The contents of the first set of parenthesis, ¥cdevsw

[maJ].d_close, evaluates to the address of a devicedriver routine

The "#" is the C language indirection operator (Ref T7:89) and

the "." 1s the structure member operator (Ref 7:120). Logically,

®*cdevsw[maj].d_close means get the value stored in the
d_close element of row maj of the cdevsw table. For maj = 22,

the code would return the address of the vg_close routine.
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Once this address is fetched from cdevsw table, the vg_close

routine is called with Input parameter dev.

Summary. This section began with a very high level flow

chart of how a user program I/0 request is processed. Through-

out this sectlon the flow chart was expanded to show more

detail. All of the routines discussed in this section are

brought together in the form of a structure chart displayed

in Pigure 12. This chart represents all the main routines

called to process user I/0 system calls. Levels zero and

one represent user level routines, levels two and three the

trap handler routines, levels four through six the I/0 system

call handler routines, and level seven the generilc device

driver routines. The next section describes how peripheral

device interrupts are processed by UNIX.

Processing Peripheral Device Interructs

The high level flow chart for processing interrupts is
This figure illu-

expanded 1iIn Figure 13 to show more detail.

strates the types of routines called to process an interrupt

and identifles the mechanism used to transfer control between

each group of routines. An interrupt generated by the

occurrence of an event on a periperal device causes a transfer

.
-~ rems o NS o Mdme ol

of control to the UNIX interrupt handler routine via the

device's interrupt vector. Control 1s transfered from the

UNIX interrupt handler to the appropriate driver interrupt

handler via the same interrupt vector.

The remainder of this section describes the peripheral
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Fig 13. Interrupt Processing Routines and
Control Transfer Mechanism

device events, the device interrupt vector, and the UNIX
interrupt handler routine. The VG's device driver interrupt
handler, vgint, is described in detail in chapter six.

Peripheral Device Events. As opposed to system traps,

interrupts result from events external to the CPU. External
peripheral device events generate interrupts to get the atten-
tion of the CPU. The CPU 1is deverted from whatever 1t was
doing and redirected to execute another program to process
the event that caused the interrupt (Ref 10:9-1).

A number of different eventsvoccuring on a peripheral
device may generate an interrupt. Some typical ones are input,

output, device errors, etc. The types of events that generate

by
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interrupts are dependent on the type of peripheral device.
Some peripheral devices may not have interrupt generating
capabllity, while others may only support a few types of
interrupts. Some devices support a wilde range of interrupt
generating events and even allow the user to "turn on" and
"turn off" the interrupts for selected events (Ref 17:2-82
to 2-85).

The System Interrupt Mechanism. The system interrupt

mechanism allows external devices to interrupt the CPU. Each
device has an interrupt vector associated with if which is
used to transfer control during Iinterrupt processing.

Peripheral device interrupts are assigned a priority
level 4, 5, 6, or 7. This priority is determined by the hard-
ware (Ref 10:9-2). The processor also has a priority level
associated with it from 0 to 7. This priority 1s carried in
the current processor status (PS) word, bits 7 to 5 (Ref 10:9-2).

When a peripheral device generates an interrupt, the
interrupt is inhibited as long as the processor priority is
greater than or equal to the interrupt priority (Ref 10:9-2).
When the processor priority becomes less than the interrupt
priority, the interrupt 1s recognized. The processor then
goes to the appropriate interrupt vector location to fetch
new PS and PC values.

Different peripheral devices may have different interrupt
vector locations. The location for a particular device is
determined by hard wiring (Ref 10:9-2). The interrupt vectors

on the PDP11/60 are located in low core and are defined in
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Fig 14. Interrupt Vector for VG Display System

- the source file /sys/conf/l.s. A complete 1listing of the
version of this file used for the VG graphics device,
/sys/conf/l.s.vg, is given in Appendix B. For the VG graphics
defice, the new PC and PS values are loaded from octal loca-
tions 374 and 376 respectively (see lines 60-61, Appendix B).

The flow chart depicted in Figure 14 shows the transfer
of control during interrupt processing. The VG graphic device's
interrupt vector 1s used as an example. The processor loads
new PC and PS values from the hard-wired vector location 374
and the word following that location, 376. After this step,
the PC is pointing at a pair of interrupt handler calls (see

line 84, Appendix B). The first is executed calling the UNIX
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device independent interrupt handler. When thils routine is

finished, the device dependent interrupt handler, vgint, which
i1s part of the device driver software, 1s invoked.

The UNIX Interrupt Handler Routine. The UNIX interrupt

handler conslsts of some of the same assembly language code
executed to process system traps. This code 1s located in
file /sys/conf/mch i.s. For processing traps, the entry point
' to the code is label "trap". For processing interrupts, the
entry point is label "call" (Ref 10:9-3). As with traps, the
assembly language code first saves appropriate information on

the system stack to be restored later. The device driver

interrupt handler is then called to process the device depen-

dent aspects of the interrupt.

Summary
‘ This chapter described how the UNIX version seven operating

system processes both user program requests for peripheral
device I/0 and peripheral device interrupts. This information
is useful when developing driver software that runs under UNIX

version seven.

Now that peripheral device I/0 has been described, the next

chapter discusses the VG 3404 peripheral device.

R
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!
IV The Vector General 3404 Graphics Display System j
1

Overall Description

The Vector General 3404 graphics device is a sophisticated
graphics display system made up of the following major func-

tional components (Ref 17:1-1). ;1

Computer Interface

Graphic Processor Unit (GPU)
Refresh Buffer Unit (RBU)
Display Control Unit (DCU)
Vector Generator Unit (VGU)
Font Generator Unit (FGU)
Monitor Control Unit (MCU)
Display Monitor(s)

Display Input Device(s)
Options

QOW O~V &W N -

[

Figure 15, derived from the Programming Concepts Manual

' (Ref 17:1-3), 1s a block diagram depicting the organization
of the major functional components.

A user program builds a display 1ist in the host computer's
memory. This list is made up of instructions to be executed by
the display system's Graphic Processor Unit (GPU). A complete

list of the GPU instruction set is given in the System Reference

Manual (Ref 18:3-7). The manual also provides a detailed des-

cription of each instruction (Ref 18:3-8 through 3-56).

X e
e - A A A oam

After the display 1list has been bullt, the user program

.

signals the GPU to start a one-time transfer of the display

»

1ist from computer memory to the GPU via the computer inter-

face. The GPU interprets the instructions in the display 1list

and outputs a new list of elementary instructions called a
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refresh 1list. The refresh list i1s stored in the display
system's Refresh Buffer Unit (RBU). The refresh list 1s
repeatedly sent from the RBU to the Display Control Unit (DCU).
The DCU interprets the refresh list instructions and causes
the Vector Generator Unit (VGU) to draw lines, the Font
Generator Unit (FGU) to draw characters, and the Monitor
Control Unit (MCU) to control the CRT (Ref 17:1-1).

The remalnder of this chapter is divided into two sectilons.
The first section 1s a brief description of each of the dis-
play system's major functional components. This is followed
by a discussion of the display system registers accessable fecr
command, control, and communication purposes. Emphasis is
placed on a description of the registers dealing with the

display system input devices.

Functional Description of Major Display System Components

The display system's major functional components are des-
cribed in both the Programming Concepts Manual and the System

Reference Manual (Refs 17:1-2 to 1-7 and 18:2-2 to 2-5). Each

major component 1s briefly described here.

Computer/Display System Interface. All communication

between the host computer and the display system takes place
Yia a hardware interface. The next chapter 1is devoted to a
detalled description of the hardware interface between the
PDP1l and the VG display system.

Graphic Processor Unit. The GPU is a high-speed specilal-

purpose processor designed to handle complex algorithms such
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as transformations and other image manipulations. The GPU's
instruction set consists of U7 basic instructions. User pro-

grams build display lists which consist of instructions from

-

the GPU's instruction set along with any necessary data. The
GPU fetches the user display list and associated data from the
! host computer's memory via a direct memory access (DMA)
channel provided by the host computer/VG3404 hardware inter-
) face. The GPU processes the display list and outputs a
refresh list to the RBU. Interaction between the GPU and RBU
permits element selection and picking (Refs 17:1-2 and 18:2-2). ]

All communication to and from the GPU takes place over the i

VG's Graphic Processor (GP) bus.

Refresh Buffer Unit. The RBU 1s made up of random access

memory (RAM) and the control logic needed for reading and
' writing the RBU. The RBU may be continuously updated by the
f GPU over the GP bus.
The DCU accesses the RBU to update the displayed picture
' 8 on the CRT screen. This takes place during each refresh

cycle and does not interfere with the GPU updates to the RBU.

The RBU cbntains the necessary control loglic to operate

1j4 1n double buffer mode. In double buffer mode, data may be
} moved from one buffer to the next when reorganizing the dis-
4

play refresh list for editing purposes.
Display Control Unit. The DCU fetches the refresh list

from the RBU via the VG's MD bus. It processes the refresh

o 1list instructions and sends the appropriate refresh data to i

s the VGU, FGU, and MCU. It also generates the control signals
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that cause the VGU, FGU, and MCU to display the refresh data.
All of the communication between the DCU and the VGU, FGU,
and MCU takes place over the DCU bus.

Vector Generator Unit. As stated in the Programming

Concepts manual, "the VGU 1Is a high speed vector generator which
provides the deflection signals required to draw a line from
one point to another on the face of the CRT" (Ref 17:1-5).

The VGU operates on the x-y coordinate data it receives from
the DCU via the DCU bus. It has the capability of generating
curved lines on the display using a smoothing technique. It
also performs the spacing between character positions as the
FGU displays text.

Font Generator Unit. The FGU receives character codes,

scaling, font, and rotation parameters from the DCU via the
DCU bus. The character codes used are from the set of 96
ASCII characters.
The FGU uses a programmed ROM in conjunction with "stroke"
character draws to display the characters on the screen
(Ref 18:2-4).

Monitor Control Unit. The MCU selects the deslired CRT

for display and provides the required unblanking and intensity
signals for the monitor video channel.

Display Monitors. The VG 3404 will support up to six

CRT monltors per MCU. Optionally, up to eight CRTs can be
supported (REf 17:1-6). AFIT only has one monitor at present.
Display System Input Devices. At present, AFIT's VG

display system does not support the joystick, control dials,
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nor light pen input devices. Nor does it have any remote
input devices. The basic local input devices supported on
AFIT's system are the alphanumeric keyboard, function switch
box, and data tablet. These input devices all generate
interrupts to the host CPU when they require service.

Options. The options available on the VG 3404 are listed
in the Programming Concepts Manual (Ref 17:1-7). They include
such things as additional input devices, additional RBU/DCU
sets, pick facllity, color monitors, etc. Aside from the
input devices already mentioned, AFIT's display system has no

other options.

Display System Reglsters

The VG contains many registers that can be read and
written by the device driver and user programs to control
display processing and to pass data and status information
back and forth between the host computer and the display
system. Each of these regilisters has a unique address in the
display system. Each reglister is associated with one of the
VG's major functional units. The registers are divided into
two categories; (1) GPU registers and (2) hardware and device
registers. A complete list of GPU regilsters, along with a
gescription of each, is given In the System Reference Manual
(Ref 18:3-57 through 3-70). The hardware and device registers
are listed and described in both the System Reference Manual
and Volume one of the Technical Manual (Refs 18:5-1 through

5-20 and 20:2-1 through 2-23). The purpose here is not to
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describe all of these registers. Users can learn the use of
each register by studying the manuals. At this point, it
suffices to say that the UNIX operating system and device
driver software provide the capability for user programs to
read and write any of the display system registers via the
stty and gtty system calls. This capability 1s deséribed

in detail iIn chapter six,.

The device driver software accesses some VG registers
without belng requested to do so hy a user program. In
particular, the device driver interrupt handler accesses the
registers associated with the VG's input devices during
interrupt processing. These registers are described in the
Programming Concepts Manual (Ref 17:2-82 to 2-85). Only
the 1nput devlces on AFIT's system are described here.

Data Tablet Registers. Three registers are associated

with the data tablet. They are illustrated in Figure 1l6a.
The display system addresses for these three registers are
1600-1602 (Ref 18:Appendix C).

The first two registers, Dfx and DTY, hold the X and Y
stylus positlons respectively. These values are stored 1in
the form of signed twos complement integers in the leftmost
ten bits of the registers. These values are updated con-
étantly as the stylus 1s moved around the data tablet.

The third register, DTS, holds control and status in-
formation. The X0S and YOS bits indicate that the stylus
i1s out of bounds on the data tablet surface in the X and/or

Y directions respectively. The PNN bit indilcates the stylus
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Fig 16. Input Device Registers

dicates the stylus

_ 1s ‘within the '"near" zone above the tablet. The PRS bit in-

switch is depressed. The IEN bit is set

to enable interrupts generated by a change in the X0S, YOS,

PNN, or PSS bits.

It is set by the device driver program

when a user program requests use of the VG data tablet.

Function Switch Box Registers. Three registers are

associated with the function switch box. They are depicted

in Figure 16b. Their addresses are 1604-160€ (Ref 18:Appendix

C).
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The sixteen bits of the first register (FSLO) correspond
to the function switches S00-S15 and their respective lamps,
L00-L15. The sixteen bits of the second register (FSL1)
correspond to function switches S16-S31 and their respective
lamps, L16-L31. The meaning of these two registers depends on
whether they are being read or written by the device driver
software. When reading, these two registers provide input
data from the 32 function switches S00~S31. Every function
switch depressed before the read causes the corresponding
register bit to be set (Ref 17:2-83). When writing to these
registers, all bits set to one turn the corresponding lamps
(LO0-L31) on.

The third register, FSKC, is for control and status. The

IEO and IEl bits enable interrupts from the two switch groupings,
S00-S15 and S16-S31 respectively. These bits are set by the
device -oftware when a program requests use of the function
switches. SDC and SD1 are sense bits which indicate a switch

is latched in the S00-S15 and S16~S31 groups respectively.

The LDO and LDl blts can be set to cause latching of all

switches depressed in the S00-S15 and S16-S31 groups respec-
tively. The latched data 1s cleared from FSLO and FSL1l regis-
ters each time they are read by the device driver.

Alphanumeric Keyboard Reglster. One register 1ls associated 1

with the alphanumeric keyboard input device. It is illustrated

in Figure 16c. The display system address for this reglster
is 1607 (Ref 18:Appendix C).
The eight bit DATA field holds the ASCII code of rhe key




2 depressed. The KIE bit enables interrupts for the keyboard.
This bit 1s set by the device driver when a user program
requests use of the keyboard. The KDV bit 1s set by the dis-~

play system each time a key stroke has been latched in the

data field. Reading the data fleld clears the KDV bit and

allows another keystroke entry (Ref 17:2-84).

Summary 1
This chapter presented a functional description of the

major components of the display system (except for the

computer/VG3404 hardware interface component). A detailed

description of the display system reglsters assoclated with
AFIT's VG input devices was also given. The next chapter

describes the PDP11/VG3UOL hardware interface in detail.

t
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V The PDP11/VG3404 Hardware Interface

Communication between the PDP11/60 computer and the
Vector General 3404 graphics display system 1s established
via the DE41 hardware interface (Ref 19). As stated in the
DEU4]1 reference manual, "this unit interfaces between the
Unibus of any PDP11/60 computer and the General Purpose I0
Bus of the NPL display controller" (Ref 19:3).

The 1interface prcvides four sixteen bit registers that
can be directly addressed by the VG device driver running
in the host computer. These are the Status, Control, Data,
and Base Address reglisters. Using these four registers, the
Interface recognizes four 1lnput instructions and four output
instructions. These eight interface I/0 instructions, to-
gether with the four addressable interface registers, estab-
lish three channels of communication between the host com-
puterAand the VG display system. These three channels are
the direct memory access channel (DMA), the interrupt channel
(INT), and the programmed I/0 channel (PIO). These three
channels are i1llustrated in Figure 17 taken from the Pro-
gramming Concepts Manual (Ref 17:2-2).

First, a detailed description of how to access the four
“interface registers from the device driver program in the

host computer will be given. This 1is fellowed by an ex-

planation of the use of the interface's eight I/O instructions.

Finally, communication on the DMA, INT, and PIO channels is

) descriveq,

o .




DMA

INT

A

w, 0,

Computer Display System

Fig 17. Interface Communication Channels

Accessing the Interface Registers

The interface's Status, Control, Data, and Base Address

registers can be directly addressed by the VG device driver

software executing in the host computer. These special
registers are assigned physical addresses 0763400, 0763402, ]
0763404, and 0763406 from the highest page of the host com-

puter's core memory. Thils 1s done because the highest page
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of core memory (addresses 0760000 to 0777777) 1s reserved for

special registers associated with the processor and the

peripheral devices (Ref 10:2-5).
>’f Addresses from the highest page of the virtual address

space (0160000 to 0177777) are mapped directly to the
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addresses of the highest page of the physical address space
(Ref 10:2~5). Therefore, the interface's Status, Control,
Data, and Base Address regilsters have virtual addresses
0163400, 0163402, 0163404, and 0163406 respectively. These
virtual addresses are used in the device driver software to
access the interface registers. The system takes care of
mapping these sixteen bit virfual addresses to their eighteen
bit physical addresses by adding in a base address obtained
from the appropriate page register. Address mappling is
described in detail in the section on the DMA channel.

The interface registers can be easily accessed from the

device driver software. First, it 1s helpfull to associate
meaningful names with the register addresses. This 1is
accomplished in the C language with the "#deflne" macro
substitution (Ref 7:86). The following C code was placed at
the beginning of the device driver to assoclate names with

*

the interface register addresses.

#define VG_STAT 0163400
#define VG_CONT 0163402
#define VG_DATA 0163404
#define VG_BAR 0163406

W
L] L] e .

These statements tell the macro preprocessor, which is not
part of the compller proper, to replace all subsequent
occurrences of the names VG_STAT, VG_CONT, VG_DATA, and
VG_BAR with character strings 0163400, 0163402, 0163404, and
0163406 respectively.

VG_STAT, VG_CONT, VG_DATA, and VG_BAR are simply pointer
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values to the interface's Status, Control, Data and Base

Address registers. In order to access the contents of the
interface reglsters, the polnter values to the registers must
be dereferenced (Ref 10:5-5). That 1s, the contents of the
referenced location are deslred instead of the reference
itself. This is accomplished in the C programming language
by creating a dummy structure consisting of one element,
named "reg" (abbreviation for register), which is declared

as type Integer. The code
struct { int reg; };

is used in the device driver program (see line 99, Appendix
D) to describe the dummy structure. Thils code does not

cause storage to be allocated, it simply describes a template
or the shape of a structure (Ref 17:120). A reference to the
"reg" element of this template can be.made using the struc-
ture pointer operator "->" (Ref 7:122).

The contents of the interface registers are accessed by
specifying the appropriate pointer value (VG_STAT, VG_CONT,
VG_DATA, or VG_BAR) connected to the "reg" element of the
dummy structure by the "->" operator. To the C compiler,
the code "VG_STAT->reg" means that 0163400 is the beginning
address of an occurrence of the dummy structure. Since "reg"
1s the first and only element of the structure, 1ts address
is also 0163400. Therefore, the code "VG_STAT->reg" simply
stands for the contents of address 0163400, i.e., the con-

tents of the 1interface's Status register. The codes
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"VG_STAT->reg", "VG_CONT->reg", "VG_DATA->reg", and
"VG_BAR->reg" cause four separate occurrences of the dummy
structure template to be overlayed on virtual memory at vir-
tual addresses 0163400, 0163402, 0163404, and 0163406. The
result of this code is represented pictorially in Figure 18.
The four interface registers are all read and written

in the same way. For example, the C code statement
VG_DATA->reg = expression;

is used to load the interface's Data register. The word
"expression" on the right side of the assignment operator

can be a constant, variable name, function call, or any other
legal C language expression. To read the same register the

code
i data = VG_DATA->reg;

.

i1s used; where "data" stands for some variable name.

The Interface's Eight I/0 Instructions

Using the four addressable registers described above,

the interface recognizes four input instructions and four

o d

output instructions (Ref 19:5). These are Status In and

Status Out, Control In and Control Out, Programmed In and

B D PG e

Programmed Out, and BAR In and BAR Out. The device driver
executes these instructions by reading and writing the four
addressable interface registers. All of the commands are

executed over the interface's PI0O channel. However, many of
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Template Created by
the Dummy Structure

reg

0163376
VG_STAT 0163400
VG_CONT 0163402
VG_DATA 0163404
VG_BAR 0163406
0163410
0163412

Virtual Memory

(organized by words)
Overlayed with Four
Occurences of the

Dummy Structure Template

reg

reg

reg,

reg

!

Fig 18. Using a Dummy Structure to Access the
Contents of the Interface Registers
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these instructions affect communication on the DMA and INT

channels. T
At this point it is worthwhile to mention that the four

input instructions send input from the interface to the

device driver, while the four output instructions send out-
put to the interface from the device driver. 1In other words,
the interface sends input to the device driver program and
recelves output from the device driver program.

A detalled description of the interface's eight I/0 1
instructions can be found in the DE41 reference manual |

(Ref 19:5-T7). A brief description of the purpose of each of

i i

the eight instructions is given here.

The St=tus In instruction (Ref 19:5) is used to obtain
the ID of ti. .ast unit (within the VG display system) that
interrupted the PDPll processor. The Status Out.instruction
i1s used to restore the contents of the interface's Input
Buffer Register (INR) after an interrupt has been processed.
N Depending on which bits are set, the Control In and
Cohtrol Out instructions (Ref 19:6) accomplish different
tasks. Control In can be used to test whether the interface
power 1s on, whether an input operation requested by the
device driver program has been completed, or whether an
‘output operation iiitliated by the device program has been
completed. The Control Out 1nstruction can be used to ini-
tialize the 1Interface, enable new interrupt requests from the

VG display system, acknowledge interrupts received from the

VG display system, speclfy the address of a VG register so




that 1t may be read or written, or request input from a
VG register.

The Programmed In instruction (Ref 19:7) reads the con-
tents of the interface's Input Buffer Register (INR). Pro-
grammed Out writes data to the VG register whose address was
specified by the last Control Out instruction with the
Register Change (RC) bit set.

The BAR In instruction (Ref 19:7) is used to read the
interface's Base Address Register. BAR Out (Ref 19:7) 1is
used to load the 1interface's Base Address Reglster. The
functlon of the interface's Base Address Register 1is des-

cribed 1n detail in the section on the DMA Channel.

Channel Communicatlon

As mentioned earlier, the eight interface I/0 instruc-

tions, together with the four addressable interface registers,

are used to establish three channels of communication (DMA,
INT, and PI0O) between the host computer and the VG graphics
device. The block diagram in Figure 19 illustrates which
system components use each of the three channels. Communi-
catlon may occur concurrently on all three of these channels
(Ref 17:2-2). The purpose of this section is to describe
yhat type of information flows over each channel, and how
that flow of information i1s controlled.

The DMA Channel. The DMA channel 1s described in the

Programming Concepts Manual (Ref 17:2-3). Primarily, the

channel 1s used to pass the user defined display list from
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the host computer to the GPU in the display system. As the
GPU processes the display 1list, it may fetch and/or store
data in the host computer memory as required by the display
list instructions. This data transfer also takes place over
the DMA channel (Ref 17:2-3).
Memory addresses for DMA transfer are formed in the
hardware interface by mapping 16 bit virtual addresses to
18 bit physical addresses. This is accomplished by adding
the contents of the interface's Memory Address Register (MAR)
to its Base Address Register (BAR). This address mapping is
described in detail in the DE41 interface manual (Ref 19:13).
Before address mapping can take place, the BAR must be
loaded with the proper base address. This address is ob-
tained from a segmentation register in the host computer.
The segmentation register used depends on whether.the UNIX

operating system has assigned the user program a sharable

text segmen. or not.

If the user program has not been assigned a sharable
text segment then the space allocated for the program to run
i1s guaranteed to be mapped into contiguous memory and to

begin at the zeroth page of the user's virtual address space.

In this case the value loaded into the BAR is taken from
‘the first User Instruction Space Address Register (UISA)

located at virtual address 0177640 on the PDP11/60 (Ref 11:3).

! If the user program has been assigned a sharable text
j segment, then the user space might not be mapped onto con-

tiguous memory. In thils case, the pointer to the user's
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text segment, u.u_procp->textp (see line 452, Appendix D),

1 ‘ 1s used to calculate which segmentation register to use for
loading the 1interface's BAR.
The VG device driver program checks for the two cases
described above, then loads the BAR from the appropriate
f segmentation register with the BAR Out instruction. The
. code that accomplishes this task 1s discussed in the next
’ chapter.
Once the BAR has been loaded, memory reads and writes
can take place over the DMA channel. The following sequence
of steps occur during a memory read (Ref 19:9).

l. The GPU requests use of the GP bus for a delayed
data transfer.

2. Once the request 1s granted, the GPU sends a
virtual memory address over the GP bus to the
hardware interface's MAR. N

' 3. The interface maps the 16 bit virtual address
stored in the MAR to an 18 bit physical address.
The base address stored in the interface's BAR i
1s used during address mapping.

4. The hardware interface uses the 18 bit physiecal

address to access PDP1ll memory (via the UNIBUS)
for the requested data. The retrieved data 1is

?laced in the interface's Input Buffer Register
INR).

Next, the interface requests the GP bus for a
second data transfer. When the request 1is
granted, the data 1s transferred from the inter-
face's INR to the GPU.

calar-4 0™ .
T U

wn

»

Steps 1, 2, and 3 are the same for a memory write

operation. Steps 4 and 5 are changed. The changes are

listed below.
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4, The interface reads the data from the
requesting unit and places it 1n its INR.
Thls is a separate GP bus transfer.

5. The interface uses the 18 bit physlcal address
formed in step 3 to write the data from its INR
to PDP11 memory (via the PDP11l UNIBUS).

Information flow on the DMA channel 1s controlled by
interface I1/0 commands executed on the PIO channel, the con-
tent of the user defined display list, and the occurence of
events within the display system. Commands sent over the
PIO Channel may start and stop the transfer of the user
defined display list from computer memory to the GPU. In-
structions within the display list may alter the normal
sequential processing from computer memory. The occurrence
of a display system event, such as an interrupt from a dis-
play system input device, temporarily halts display list
processing (Ref 17:2-3). .

The Interrupt Channel. The Interrupt (INT) channel is

described in the Programming Concepts Manual (Ref 17:2-3 to
2-4). The channel is used to signal interrupts to the PDP1l
processor from the VG display system. A number of different
events on the display system may generate interrupts. For

example, keyboard, function switch, and data tablet inputs

are all display system events that generate interrupts to

the PDPll processor. An interrupt 1s processed by the
following steps (Ref 19:10-11).

1. A sub-unit of the VG display system signals an
interrupt to the interface.
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2. In accordance with priorities, the interface grants
the GP bus to the requesting unilt.

3. The requesting unit transfers a 6-bit interrupt
identification to the interface's interrupt Iden-
tification Register (IDR). Subsequent interrupt
requests are not honored by the interface until
the current one is acknowledged by the device driver

software.

4, The interface raises a priority level four inter-
rupt request to the PDPll Central Processor
Unit (CPU).

5. In accordance with priorities, the CPU invokes
the interrupt handler which is part of the device
driver software.

6. First, the device driver interrupt handler, vgint,
dlsables interrupts. Next it reads the interrupt
ID from the interface's IDR to determine which
VG sub-unit generated the interrupt.

7. As soon as the interrupt handler has acquired the
interrupt ID from the IDR, it issues a Control Out
instruction to set the interrupt acknowledge (ACK)
bit in the interface's Control register. This
acknowledges the interrupt and permits IDR to be
changed by subsequent interrupts.

8. The interrupt handler performs the function re-
quired for the sub-unit that generated the
interrupt then enables interrupts and returns.

The Programmed Input/Output Channel. The PIO channel

is described in the Programming Concepts Manual (Ref 17:2-4
to 2-7). This channel 1s a bi-directional data path between
the device driver software and the display system. The in-
.put path 1s from the display system to the device driver,
The device driver controls the channel in both directions
through the eight interface I/0 instructions. The Prc¢ jram-

ming Concepts Manual lists the followlng uses of the PIO

channel (Ref 17:2-4).
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. Acquilre status 1information.

Initialize the interface.

Read and write display system registers.

Start transfer of the user display 1list.
Control, categorize and acknowledge interrupts

1
2.
3
4
5

The remainder of this section describes each of these capa-
billities.

Status information can be obtained about both the inter-
face and the display system over the PIO channel. The inter-
face's Control In instruction can be used to check for power
on. Other status information about the display system is
obtained by reading the appropriate display system registers.

The interface is inlitialized by executing a Control Cut
with the initialize (INIT) bit set (Ref 19:6). This is one
of the first things done by the device driver.

Display system registers can be read and written over
the PIO channel with the Programmed Input (PIN) and Pro-
grammed Output (POUT) routines. These routines are not to
be confused with the Programmed In and Programmed Qut in-
structions. PIN and POUT are invoked by the device driver
to read and write display system registers, whille Programmed
In and Programmed Out are used by the device driver to read
and write interface registers.

The PIN routine performs the following sequence of
events (Ref 19:8)

1. Issue a Control Out setting the Control register's

Request Input (RQI) bit equal to one, its Register
Change (RC) bit equal to one, and its Register

Number (RN) field equal to the address of a display
system register. This causes the interface to
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request data from the specified register. The
data 1s transfered over the display system's GP
bus. As long as the interface 1s still searching
for the data, the Input In Process (IIP) bit is
equal to one.

2. When the IIP bit equals zero, the requested data
has been loaded into the interface's INR.

3. The data is read from INR with a Programmed In
instruction.

The POUT routine consists of the following sequence of events.

1. Issue a Control Out setting the Control register's
RC bit and loading its RN field with the address of
the desired display system register.

2. The output data 1s loaded into the interface's Data
register with a Programmed Out instruction.

3. Wait for the output process to complete by sensing
the Output In Progress (OIP) bit of the interface's
Control register. When it changes to zero theg out-
put process has been completed.

The PIO channel is used to start transfer of the user !
display list. PFirst, a Programmed Out instruction is exe-
cuted to load the interface's Base Address Register. Next,
the POUT routine is used to load the GPU's Directory (DIR)
and Picture Base Object (PBO) registers. Finally, the POUT
routine 1s used to load the GPU's Command (CMD) register
with the commands that cause the GPU to fetch the display

1ist from computer memory (Ref 18:4-3).

A 3 e
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A very important function of the PIO channel is the con- 4

trol, categorization and acknowledgement of 1interrupts
(Ref 17:2-5). General interrupt handling can be enabled and
disabled with the Control Out instruction. The POUT routine

can be used to enable and disable particular types of
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interrupts by writing the approprlate value to the appro-

prlate display system register. Interrupts are categorized
by first obtaining the interrupt ID over the PIO channel
using the Status In instructlon. Interrupts are acknow-
ledged over the PIO channel by invoking the Control Out in-
struction to set the Interrupt Acknowledge (ACK) bit in the

interface's Control register.

Summary

This chapter described the hardware interface's four
addressable registers, eight I/0 instructions, and three
¥ : communication channels. !
Now that peripheral device I/0, the VG display system,

and the PDP11/VG3404 hardware interface have been described,

E_; the device driver routines can be explained. This is accom-
E 3

.& plished in the next chapter.
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VI The VG Device Driver

This chapter specifies the requirements for the VG device

driver, describes the overall driver design, and documents

the implementation of the driver.

Requirements

The VG device driver obtained from the University of
Texas at Austin met certain requirements. This section iden-
tifies the original requirements then specifies the require-

ments adopted for AFIT's version of the device driver.

Original Requirements. The VG device driver obtalned

from the University of Texas was required to support two
different levels of graphlics. These two levels are degicted
in Figure 20 (Ref 12:31).

With the level two graphics, the user display 1list con-

sists of powerful GPU instructions. The GPU takes the in-

structions from the user display list and transforms them
into a set of more fundamental instructions to be used by the
DCU for display generation. The GPU performs the required
two and three dimensional rotation, translation, windowing,
clipping, curve generation, scaling, and sub-object defini-
tion management.

With level one graphics, the GPU is bypassed and the
user display list 1s written directly into the RBU. This
means that the user display list must consist only of the
fundamental instructlions understood by the DCU. This implies

that the user program is responsible for performing all trans-
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formations before building the display list. In order to
support the level one graphics, a special DCU/RBU driver

was installed. This driver provided the capability of reading
and writing the RBU directly.

Another main requirement for the original driver was
compatliblility with the UNIX version six operating system.
This included utilization of the standard UNIX interface for
character oriented devices and support of the standard UNIX
I/0 system calls; open(2), close(2), read(2), write(2), stty,
and gtty.

The original driver was also required to support the
input devices avallabie on the VG display system at the
University of Texas. These consisted of a funection switch
box, an alphanumeric keyboard, and a light pen. Even though
the original driver only incorporated the routines required
for handling the avallable input devices, it was designed so
that other input device handlers could be easily added.

The original driver provided most user programs the capa-
bility of reading and writing any addressable display system
register. This capability is very important because the user
program has to be able to load command and control informa-
tion into display system registers. The user program must
‘also be able to fetch display system status information and
other data from display system registers. In conjunction
with reading and writlng display system reglsters, the
original driver also allowed user programs to set and get

certain device characteristics.
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Requirements for AFIT'S VG Device Driver, Since a major

objective of this thesis was to use as much of the original

driver as posslible, most of the original driver requirements
were adopted for AFIT's version of the driver, Any changes

that were made to the original requirements were mostly due

to differences in the configuration of AFIT's system,

It was decided to not support the original requirement
for a level one graphics capability. The main reason for this
' decision was that the original driver would not fit on AFIT's

PDP11/60 due to limited space on the system. The level one

',; graphics capability was selected for elimination because it
did not use the dlsplay system's most powerful asset, the GPU,
Elimination of the level one graphics did not degrade the
system's capabilities, whereas elimination of the level*two
graphics would have limited the system's capabilities severely.

Another main requirement for AFIT's VG driver was com-
patibility with version seven of the UNIX operating system,
To meet thils requirement, some changes had to be made to the
original driver. These changes are described in the next

chapter.

devices available on AFIT's VG display system. These include
the function switch box and alphanumeric keyboard supported

:i AFIT's device driver was required to support the input
i by the original driver, plus the data tablet available on
[

AFIT's system. Since the 1light pen was not available on
AFIT's system, its interrupt handler was removed from the

driver to conserve space. The ablility to easily add new in-
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put devices to the system was malntalned with AFIT!'s device

driver,

The same UNIX I/O system calls that were supported hy
the original driver are also supported by AFIT's version of
the driver. Although, the routines supporting the stty and
gtty system calls had to be completely rewritten due to

changes in the way UNIX version seven handles these calls,

Overall Design

The driver was designed in a top-down structured approach
to facilitate programming and maintenance. It was designed
for easy addition of more VG input devices such as the joy-
stick and control dials.

The driver was designed around four sub-devices (also
called minor devices) of AFIT's display system; the GPU: data
tablet, alphanumeric keyboard, and function switch box. These
minor devices were assigned minor device numbers 0, 1, 2, and
3 respectively. The structure chart in Figure 21 illustrates
the routines needed to process user program I/0 requests on
the four minor devices and the routines needed to process in-
terrupts generated by the four minor devices.

The UNIX routines represented by level zero of the
structurechart were described in chapter three. The routines
in level one of the structure chart are the major device
routines called by UNIX. The major device routines call the
minor device routlnes in level two of the structure chart.

The open(2), close(2), read(2), and write(2) system

calls cause UNIX to call major device routines vgopen,

T T
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vgclose, vgread, and vgwrlte respectively. The stty and gtty
system calls cause UNIX to invoke the vgioctl major device
routine, All of these major device routines are passed a
minor device number which determines which minor device rou-

tines to call. For example, the I/0 system call

open("/dev/gpu", mode);

I v ———

causes UNIX to invoke the major device routine vgopen,
passing it minor device number zero (for the GPU minor device).
This minor device number causes vgopen to call minor device

routine gpopen.

Display system interrupts cause UNIX to invoke the vgint
routine. This routine determines which minor device generated
the interrupt, then calls the appropriate minor device inter-
rupt handler.

A new minor device can be added to the system by simply
adding the new minor device routines to level two of the
structure chart. For instance, if a joy stick input device
is.added to the sytem then minor device routines Jjsopen,
Jsclose, jsread, Jswrite, and Jjsintr could be easily added
to appropriate places in level two of the structure chart.

A new character oriented special file, "/dev/jst", would be
ccreated with minor device number equal to &.

With the overall design in mind, the implementation

detalls are now presented,
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Implementation

This section first describes the user level implementa-
tion detalls. This is followed by a complete description of

the driver routines,

User Level Implementation., A character oriented special

file was created for each of the VG minor devices (see Chapter
VIII for details on creation of these special files)., These
files were named gpu, dtb, kbd, and fss for the GPU, data
tablet, alphanumeric keyboard, and function switch box re-
spectively. These four specilal files were created with major
device number 22 which is the major device number associated
with the VG display system. Minor device numbers 0, 1, 2,

and 3 were assigned to the gpu, dtb, kbd, and fss special
files respectively. ‘

The four special files were all attached to the /dev
directory. Therefore, they have pathnames /dev/gpu, /dev/dtb,
/dev/kbd, and /dev/fss. A user program requests I/0 on a VG
minor device by first specifying the pathname of the asso-

cilated special file as an input parameter to the open(2)

system call. This opens the specified VG minor device for

access. The open(2) system call returns a file descriptor

to the user program to be passed as an input parameter on

all subsequent I/0 requests on the speclal file associated
with the minor devlice. When finished with the minor device,
the user program closes the assocliated special file by passing
the file descriptor as an input parameter to the close(2)

system call. The specific detalls of user program I/0 on

- 2 e 5.
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each of the four minor devices 1s presented next, All ex-
amples are given 1n the C programming language,

The GPU Minor Device, The GPU minor device 1is

accessed via the special file /dev/gpu. User program I/O
requests performed on this flle are described here,

Open /dev/gpu. The /dev/gpu special file 1s

opened for I/0 access via a C language statement of the form

gpufd = open("/dev/gpu",2);

where gpufd (gpu file descriptor) represents a variable of
type integer. The open(2) system call returns a file des-
criptor which is placed in variable gpufd. This file des-
criptor is used with all subsequent I/0 requests on file

/dev/gpu.

Read /dev/gpu. The /dev/gpu speclal file is

read by a C language statement of the form below, The

statement

m = read(gpufd,addr,n);

requests that n bytes be read from the VG display system's
RBU and placed in a user buffer that has starting address
addr. The number of bytes actually read is placed in integer
varlable m.

Write /dev/gpu. The write(2) system call is

not supported on the GPU minor device, Therefore, an I/0
error 1s flagged if a user program invokes the write(2)

system call on speclal file /dev/gpu.
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Stty /dev/gpu. When invoked on special file

/dev/gpu, the stty system call 1s used to either write to a
§  display system register addressed by the user or invoke one

of flve speclal functions. The form of the call is

: stty(gpufd,info);

where gpufd 1s an Integer varilable containing the file

descriptor that was returned when the GPU minor device was

e P EENEF DTN P

opened and info is the beglnning address of an integer array
of length three (int info[3]).

j To write to a display system register, info[0] is loaded
with the register address and info[l] is loaded with the data
to be written. Next, the stty system call is invoked. The

L

following statements illustrate how the call is invoked,

info[0] = display system register address;
info[1] = data;
stty(gpufd,info);

Five special functions may also be invoked with the sttty
system call. The following statements illustrate how a
special function is invoked.

infol0]

. infol1]
F. | . info[2]

function identifier;
data (1if required);
data (if required);

Table I summarizes the five special functions available,
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Table I, Stty Special Functilons

infolOJ infol1] | infol2]
Function Function Performed
Identifier Data Data !
~1 RBU Value Store value at RBU
Address Address 1
-2 - - Perform RBU reset ‘
-3 - - Suspend GPU processing of ?
user's display list
~4 - - Restart GPU processing of
user's display list
-5 Integer - Set the data tablet inter-
value rupt mask to the specified
from 0-15 value
Gtty /dev/gpu. When invoked on special file
/dev/gpu, the gtty system call is used to read display éystem

registers. The following statements illustrate how a display
system register is read via the gtty system call. 1In this
example, info 1is a variable of type integer.
info = address of a display system register;
gtty(gpufd,info);

"In the above example, the data read from the specifiled

display system register 1s returned in the integer variable

named info.

Close /dev/gpu. A user program closes the

/dev/gpu special file with the following statement:

close(gpufd);

84




TN BN

i
!
i

where integer variable gpufd contains the file descriptor
returned when the flle was opened.

The Data Tablet Minor Device, The data tablet

minor device 1s accessed via the special file /dev/dtb, User
program I1/0 requests performed on this file are described here,

Open /dev/dtb. The /dev/dtb speclal file is

opened by a statement of the following form.
dtbfd = open("/dev/dtb",2); 1

This statement places a file descriptor in integer variable

dtbfd (data tablet file descriptor).

Read /dev/dtb. The data tablet input device

1s read by a C-language statement of the following form,

n = read(dtbfd,&buf,m);

In this statement, m is the number of x-y coordinate pairs
requested, buf 1is an integer array that must be at least 3m
in length, dtbfd 1s an integer variable containing the data
taSlet file descriptor, and n is an integer variable which is
assigned the actual number of x-y coordinate pairs read. For
each x-y coordinate pair read, three pieces of data are re-
turned; (1) an x coordinate value, (2) a y coordinate value,
and (3) a data tablet interrupt ID which indicates which
type of data tablet interrupt generated the x-y coordinate
pair. During a read, these data "triples" are placed 1n the
buf array. Thils 1s why the buf array must be at least 3m in

length.
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Table II. Data Tablet Interrupt IDs

Data Tablet Interrupt ID Returned
Interrupt Type To User Program

PRS 1

PNN 2

YOS I

X0s 8

Four different types of interrupts may be generated by
the data tablet input device; (1) the pressure switch on the
data tablet stylus 1s depressed (PRS), (2) the data tavlet
stylus is within the "near" zone above the data tablet (PNN),
(3) the data tablet stylus is moved off scale (i.e., out of
bounds) in the y direction (Y0S), or (4) the data tablet”®
stylus is moved off scale (i.e., out of bounds) in the x
directicn (X0S) (Ref 17:2-83). Table II contains the ID
number for each type of data tablet interrupt.

A user program is allowed to specify which data tablet
interrupts it will recognize. This is accomplished by in-
voking a special function via the stty system call. The
following code illustrates how the special function is in-
voked.

info[0] = -5;

info[1] = data tablet interrupt mask value;
stty(gpufd,info);

This special function was already presented in the section

entitled Stty /dev/gpu., Table III contains all the data

A




Table II1I. Data Tablet Interrupt Masks

g Interrupt Mask Interrupts  Recognilzed
= Value X0S YOS | PNN PRS
] 0
N 1 X
| 2 X
i 3 X X
; 4 X
: 5 X X
6 X X
. 7 X X X
| 8 X
9 X X
10 X X
11 X X X
| 12 X X ]
13 X X X
p- 14 X X X
- 15 (default Value) X X X X

| tablef interrupt mask values along with the respective data

! tablet interrupts recognized. Notice that with the default

i interrupt mask value (15) the user program recognizes all
four types of data tablet interrupts.

The following C-language code 1s an example of a user

;l; program that reads one x-y coordinate pair from the data

i
‘;1 tablet input device. The x-y coordinate pair returned must
ié be generated by a PRS interrupt from the data tablet stylus.
g 1. main( )
3 2. {int gpufd, dtbfd, n, buf[3];
. ) 3. gpufd = open("/dev/gpu",2);
4 4, dtbfd = open("/dev/dtb",2);

i 5.  buf[0]=-5;

' 6. buf(1]=01;

7. stty(gpufd,buf);

; 8. n=o0;
. 9. while (n<l) n=read(dtbfd,&buf,l);
X 10.
s 11. close(dtbfd);
F
-
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12. close(gpufd);
13. }

In thls program the data tablet interrupt mask 1s set

to 1 (lines 5-7). This ensures that only x-y coordinate
palrs generated by a PRS interrupt will be returned to the
user program.

A "while" control statement 1s used to execute the
read(2) system call (line 9). This is done because the
read(2) system call returns a -1 if no input data is available,
The while statement continues to invoke the read(2) system
call until input data is read, The while statement 1s neces-
sary because the device driver software does not support a
"time-out" on a read. That 1is, the device driver software
does not wait for input 1f no Input data is readily availlable
when the read is invoked,

After data 1is read, buf[0] contains the x coordinate,
buf[1] contains the y coordinate, and buf[2] contains the
data tablet interrupt ID (which will be 1 in the example pro-

gram above.)

Write /dev/dtb, The data tablet is a read

only device. Therefore, an I1/0 error 1s flagged by UNIX if
a user program attempts to write to the data tablet.

Stty /dev/dtb. The status of the data tablet

input device can be changed by a user program via the stty

system call. The form of the call 1is

stty(dtbfd, x);
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where x 1s an integer variable containing a status value for
the data tablet and dtbfd 1s an integer variable containing
the file descriptor for file /dev/dtb.

Gtty /dev/dtb., A user program fetches the

status of the data tablet input device via the gtty system

call. The form of the call is given below.
gtty(dtbfd, x);

This call places the status of the data tablet in the integer
variable x.

Close /dev/dtb, The data tablet minor device

i1s closed by a user program with the following statement.
close(dtbfd);

The integer variable dtbfd contains the file description for
file /dev/dtb.

The Alphanumeric Keyboard Minor Device. The alpha-

numeric keyboard input device 1s accessed via the special
fiie /dev/kbd. User program I1/0 requests performed on this
file are described here.

Open /dev/kbd. The /dev/kbd special file is

opened by a statement of the following form

kbdfd = open("/dev/kbd",2);
This statement places a file descriptor in integer variable

kbdfd (keyboard file descriptor).
Read /dev/kbd. The alphanumeric keyboard is

89
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read with a statement of the followling form,

n = read(kbdfd,&buf,m);

In this statement, m 1s the number of characters requested,
buf 1s an integer array of length m (into which the input
characters will be read), kbdfd 1s an integer variable con-
taining the file descriptor, and n 1s an integer variable
which 1s assigned the actual number of characters read (or
-1 i1f no input characters are avallable at the time of the

read). The ASCII representation of the 1lnput character is

the value returned to the user program,

Here again, a while statement may be used to wait for
input to become available., For example, the C-language
statemehts

n=0;
while (n<l) n=read(kbdfd,&buf,l);
continue invcking the read(2) system call until one character

1s read from the VG's alphanumeric keyboard input device.

Write /dev/kbd. The VG's alphanumeric key-

board is a read only device. If a user program attempts to
write to 1t then UNIX flags an 1/0 error condition,
Stty and Gtty /dev/kbd. The stty and gtty

system calls allow a user program to set and get the status
of the alphanumeric keyboard input device. The forms of the

calls are given below.

stty(kbdfd,x);
gtty(kbdfd,x); .
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These calls function Just like the calls described under

- e it bk

Stty /dev/dtb and Gtty /dev/dtb.

Close /dev/kbd. A user program closes the

alphanumeric keyboard with the following system call,

close(kbdfd); i

The Function Switch Box Minor Device. The function

[

switch box input device 1s accessed via the special fille
/dev/fss. User program I/0 requests performed on this file
are described here.

Open /dev/fss. The /dev/fss special file is

opened by a statement of the following form.

fssfd = open("/dev/fss",2);

This statement opens the function switch box input device
and places a file descriptor in the integer variable fssfd
(function switches file descriptor).

Read /dev/fss. The function switches are read

wlth a statement of the following form.

n = read(fssfd,&buf,m);

In this statement, m is the number of values requested, buf

ds an integer array of length m (into which the input values

wlll be read), fssfd 1s an integer variable contalning the
file descriptor, and n is an integer variable which is
assigned the actual number of characters read (or -1 if no

input values are avallable at the time of the read),




Once again, a while statement may be used to walt for

input to become available. For example, the C-language

statements

n=o;
while (n<l) n=read(fssfd,&buf,l);

1 continue invoking the read(2) system call until one value is
4 : read from the VG's functlcn switch box 1lhput device,
‘ % Write /dev/fss. The VG's functlion switch box

| - 1s a read only device. If a user program attempts to write

to it, then UNIX flags an I/0 error condition.

E Stty and Gtty /dev/fss. The stty and gtty
system calls allow a user program to set and get the status
‘ of the function switch box input device. The forms of the

calls are given below.

i stty(fssfd,x);
a gtty(fssfd,x);

4 These calls function just like the calls described under Stty

- /dev/dtb and Gtty /dev/dtb.

Close /dev/fss. A user program closes the

function switch box input device with the following call \
close(fssfd);

In this statement, fssfd 1s an integer varilable containing

P Y W
L]

the file descriptor for flle /dev/fss.
Thls ends the section on user level documentation. The

next section documents the device driver routines. Ei

i
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The Device Driver Routines. A complete listing of the :1
VG device driver routines is included as Appendix D. The 1

description of these routines is divided into the following

five sections.

Include Files

Global Data Structures

Common Procedures

Major Device Routines 4
Minor Device Routines i

Sabaar. o
VI &SW N

Include Files. Several "header" files containing

global declarations are included as part of the device driver

s

9 software. These files are 1included via the C programming

language file inclusion operator, #include (Refs 7:86 and
10:1-3). The following eight header files are included in

the device driver software (see lines 72-79, Appendix D).

param.h
buf.h
conf.h
dir.h
user.h
tty.h
proc.h
vg.h

Q@@= OV £ D

These files are all located in the /sys/h directory.
The first seven flles contain global declarations for UNIX
constants and structures, while the eighth file, vg.h, con-

tains global declarations for display system constants. These

L w“mm""ﬂ'm‘w——-—w- T,
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files are referenced as needed throughout the remalning dis-

cussion of the device driver routines.

'<r-v A AR

Global Data Structures. This section describes the

global data structures used by the device driver software.
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They are the UNIX proc and u structures, the vgunit array,

e s e i uinaillilD

and the VG minor device switch table (vgdev).

The UNIX proc and u Structures. The UNIX

; proc and u structures are used to pass data and control in-

formation back and forth between UNIX and the device driver

L ot

software. The specific elements of these two structures
referenced by the device driver software will be explained

as they are encountered.

PRIV el o<

The vgunlt Array. The vgunit array was created

to keep track of activity on the four VG minor devices. This

structure is defined below (also see lines 86-90, Appendix D).

1. struct vgstruc {
2. struct clist io;
3. int status;
y, int *vg procp;
: 5. 1} vgunit[&%; ’
Lines 1-4 define a VG data structure, vgstruc, consisting of ‘

three elements; io, status, and vg_procp. Line five declares
an arréy, named vgunit, consisting of four occurrences of the
VG data structure; one for each of the four VG minor devices.
Figure 22a illustrates the data structure created by this

3 code. The minor device numbers are used as indices into the
vgunit array. Therefore, vgunit[0] is associated with the

3 ‘GPU minor device, vgunit[1l] with the data tablet minor
device, etc. The purpose for the io, status, and vg_procp
elements 1s now explained.

Each minor device has a first-in first-out (FIFO) queue

assoclated with it for I/0 purposes. The 1o element of each
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vgunit: io

gpu

status

Vg procp

1 io

dtb

status

vg_procp

2 io

kbd

status

Vg _procp

3 io

fss

status

Vg _procp

(a)

io: c_cc c_cf c_cl

(b)

AN 7

Fig 22. The vgunit Data Structure

95




-I ' o i ik ) ikt i e "’», QOO e S

SHELEMRbD 3 9 W tialta] TR et AETL vt o

minor device data structure is a header for the appropriate
FIFO queue. For example, vgunit[l].io is a reference to
the header of the data tahlet's I/O queue while vgunit[2].io
1s a reference to the header of the alphanumeric keyboard's
I/0 queue.

Each 1o element is further broken down into three fields;
c_cc, c_cf, and ¢c_cl. The c_cc fleld contains the total
number of elements in the FIFO queue, while the c_cf and
¢_cl fields contain pointers to the first and last elements
of the FIFO queue respectively. Figure 22b illustrates the
three filelds of each io element.

The status element of each minor device data structure
indicates whether the corresponding minor device 1s opened

or closed. 1In the case of the GPU minor device it may also

indicate whether the GPU is "running", "waiting", or "sleeping".

The vg_procp element of the minor device data structure
is an indirect pointer to the proc structure of the user
process that opened the minor device. It is an indirect
pointer because it actually points at the u.u_procp element
of the u structure which in turn points at the appropriate
proc structure.

Use of the vgunlt array will be explained more as the
.device driver routines are described.

The VG Minor Device Switch Table. The device

driver software uses the UNIX idea of a device switch table
for calling minor device routines. This table, named vgdev,

is declared and initialized on lines 538-543 of Appendix D.
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The table 1s declared as a cdeysw structure. This structure

1s defined in UNIX source file /sys/h/conf.h. The vgdev

table 1s used exactly like UNIX's cdevsw table. That is,
each row of the vgdev table contains the addresses of the
open, close, read, write, and I/C control routines associated
i wlth a particular VG minor device. Row zero contalns the
routines for the GPU minor device, row one for the data
tablet, row two for the alphanumeric keyboard, and row three
for the function switches.

The minor devlice number passed to the major device rou-

tines by UNIX is used as an index into the vgdev table to

select the appropriate set of minor device routines. The 1
type of I/0 system call determines which routine within the

set 1s invoked.

Common Procedures. The following procedures are

‘ called from several different places in the driver software. f

4 1. PIN

3 2. POUT
3. gpwait
k. gpurestart
5. pute

o 6. getc

G 7. passc

38 8. sleep

fi 9. wakeup

b 10. psignal

- 11. fuiword

- | . 12. suilword

Routines 1-4 are defined in the device driver program

whlle routines 5-12 are parﬁ of the UNIX source code. A
brief description of each routine 1s given here.

PIN and POUT. The PIN and POUT procedures \
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represent the implementation of the Programmed INput and
Programmed OUTput functions described in the Programming
Concepts Manual and the PDP1l Interface Specification (Refs
17:2-5 and 19:8).

The PIN procedure 1is used to read the contents of dis-
play system registers. The address of the register to be
read is passed to PIN as an input parameter. First, PIN
performs a Control Out instruction to load the register add-
ress into the Register Number (RN) field of the interface's
Control Register. The Register Change (RC) bit, Request
Input (RQI) bit, and Interrupt Enable (IE) bit of the inter-
face's Control register are also set by the Control Out in-
struction. This causes the interface to request the desired
data, PIN wailts for completion of the input request then
; reads the data from the interface’s Input Buffer Reglster
‘ (INR) with a Programmed In instruction. PIN returns this

data to the routine that made the call.
The POUT procedure 1s used to write display system
registers. The address of a display system register and the

data to be written are passed to POUT as input parameters.

First POUT performs a Control Out instruction to load the
register address into the RN field of the interface's Control

‘register and to set the RC and IE bits. Next, the data is

fa !
A . Aean e .

written to the specified display system reglster via a Pro-
grammed Out instruction. Finally, POUT waits for the output
operation to terminate then returns.

gpwait and gpurestart. The gpwailt and

! 98 |
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gpurestart procedures are used to stop and start GPU pro-

cessing. The routines are called by the GPU, data tablet,
alphanumeric keyboard, and function switch box interrupt
handlers (gpint, dtint, kbintr, and fsintr).

The gpwalt procedure is called to halt GPU processing
temporarily. This ensures that the GP bus 1s free for pro-
cessing an interrupt. The gpurestart procedure 1is called
to restart the GPU processor.

putc and getc. The putc and getc routines

are UNIX procedures written in PDPll assembly language. The
source code for these two routines is found in file /sys/
conf/mch_i.s. The procedures are used to manage FIFO queues
of 8-bit bytes.

The putc routine is used to add a character to a FIFO
queue of characters. The procedure accepts two input argu-
ments; (1) the address of a queue header, i.e., an io element
within the vgunit array, and (2) the character to be added
to the queue. Lion's describes in detail how the FIFO queue
is set up and maintained (Ref 10:23-1 to 23-2). Here it
sufflices to say that putc takes care of allocating more space
to the queue, adding the character to the queue, adjusting
the queue pointers (c_cf and c¢c_cl) stored in the queue header,
‘and updating the queue count (c_cc).

The getc procedure is used to fetch characters from a
FIFO queue of characters. The procedure 1s called with the
address of a queue header as an input argument. The getc

procedure takes care of all the overhead required to fetch
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a character from the specifled queue. It fetches the next
character from the queue, returns freed space to the avail-
able list, and adjusts the queue pointers and queue count
stored in the queue header (Ref 10:23-2). If the queue 1is
empty then getc returns a minus one, otherwise it returns

i the character fetched from the queue.

* passc. The passc routine i1s a UNIX procedure
which passes back a byte of Information to the user program
(Ref 11:65). The data 1s placed in the location referenced
by the contents of u.u_base. The procedure updates u.u_base,

! u.u_count, and u.u_offset. If u.u_count goes to zero, sig-
naling the last byte of the user's read, then the procedure
returns a minus one. Otherwise, 1t returns a zero.

sleep and wakeup. The sleep and wakeup pro-

cedures are described in detail by Lions (Ref 10:8-3)., They
i are UNIX routines used to suspend and reactivate user pro-

cesses.
The sleep routine 1s used to suspend the process that is

currently running. The procedure accepts two input para-

meters; (1) the reason for "sleeping" and (2) the priority

with which the process will run upon being "awakened". 1
The wakeup procedure 1s invoked to reactivate a

Msleeping" process. The procedure is passed the reason for

N N Y

sleeping as an input parameter. As stated by Lions, the
procedure "simply searches the set of all processes, looking
for any processes which are '"sleeping" for a specified reason,

and reactivates these individually" (Ref(10:8-3). The
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"awakened" processes enter the scheduling queue at the priority

T

specified when the process was put to sleep (Ref 11:;20),
psignal. The psignal procedure 1s a UNIX pro-

cedure which signals a software interrupt to the system, A
detalled description of software interrupts 1s given by Lions
(Ref 10:13-1 to 13-6).

The psignal procedure accepts two input parameters; (1)
a polinter to a proc structure and (2) an interrupt signal.
UNIX recognizes 15 different software interrupt signals. They
are defined in UNIX source file /sys/h/param.h. Psignal
stores the specified interrupt signal in the p_sig element of
the specified proc structure. The system checks p sig peri-
odically to determine if a software interrupt signal 1s pending.
If there is, then it 1s processed. Only one software inter-
rupt can be pending for a prccess at any given time (Ref 10:
13-1).

fuiword and suiword. The fuiword and suiword

procedﬁres are UNIX procedures written in PDPll assembly lan-
guage. These procedures are used to fetch and store 16-bit
data words in the user address space.

The fuiword procedure (Refs 10:10-1 and 11:8) is passed
a user space virtual address as an input argument., The pro-
cedure fetches and returns the contents of the location ad-
dressed by the input argument. If an error occurs in thils
process, the procedure returns a minus one.

The suiword procedure (Ref 11:8) is passed a user space

virtual address and a data word as input arguments. The pro-
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cedure stores the 16-bit data word in the specified location
of the user address space.

MajJor Device Routines, The generic or major device

routines for the VG display system are vgopen, vgclose, vgread,
vgwrite, vgioctl, and vgint. These are the routines invoked
by UNIX ¢to process the device dependent portion of dis-
play system I/0. Each major device routine performs the func-
tions that are common to all of thelir subordinéte minor de-
vice routines, then calls the appropriate minor device routine.
The vgopen, vgclose, vgread, vgwrite, and vgloctl routines
use the minor device number passed from UNIX to call the minor
device routines via the minor device switch table, vgdev,
The vgint interrupt handler uses a case statement keyed on
the interrupt ID to call the appropriate minor device inter-
rupt handler routine. Each of the major device routines are
now described.

vgopen. The vgopen routine (lines 548-559,
Appendix D) 1s called by UNIX to process the device dependent
portion of an open(2) system call. The routine is passed a
minor device number as an input argument. The minor device
number 1s used as an index into the vgunit array to check the

status of the corresponding minor device. If the minor device

‘has already been opened then an I/0 error code 1s placed in
u.u_error and a return 1s made to UNIX. Otherwise, the proc
structure pointer, vgunit[mdev].vg_procp, is initialized to
reference the proc structure of the process opening the minor

device. Next, the appropriate minor device open routine is .
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called via the vgdev table, After the minor device routine
returns, display system interrupts are enabled. This is
accomplished by performing a Programmed Out to set the Inter~
2 rupt Enable (IE) bit of the interface's Control Reglster,
Finally, the status of the minor device 1is set to OPEN then
the routine returns control to UNIX,
i vgclose. The vgclose routine (lines 584-590,
Appendlx D) 1s called to process the device dependent portion
of a close(2) system call. UNIX passes a minor device number
1 as an 1input parameter. The routine uses the minor device
‘J number to call the approprlate minor device close routine via 1

the vgdev table, enables display system interrupts, and sets

the status of the appropriate minor device to zero indicating |
that the minor device is now closed, !
vgread. The vgread routine (lines 562-568, 5
i Appendix D) 1is called to process the device dependent portion [
of a read(2) system call. The minor device number passed as

an 1nput parameter 1s used to call the appropriate minor

device read routine via the vgdev table, then display system

interrupts are enabled.
vgwrite. The vgwrite routine (lines 573-579,
Appendix D) is invoked as the result of a write(2) system

call. The minor device number passed as an input argument is

e e -l el

used to call the appropriate minor device write routine via
the vgdev table, then display system interrupts are enabled.
i vgloctl. The vgloctl routine (lines 628-632,

Appendix D) 1s invoked as the result of a stty or gtty system .
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‘statement's default condition. An error message 1s printed

call (see 1octl(2)), UNIX passes a minor device number and
a flag as input arguments. The minor device number 1s used
to call the appropriate minor device I/0 control routine via
the vgdev table. The flag indicates whether the call 1s a
stty or a gtty call. This flag is passed on to the minor
device I/0 control routine.

vgint. The vgint routine (lines 595-627,
Appendix D) 1s the major device interrupt handler for the VG
display system. It 1s called by UNIX when a display system
event interrupts the PDPll processor, First, the interrupt
ID 1s obtalned by performing a Programmed In on the inter-~
face's Status Reglster. Next, the processor priority is set
to level seven, the highest possible priority, to prevent all
other interrupts from interfering with processing of the

current interrupt.

Next, a case statement, keyed on the interrupt ID, 1s
used to call the appropriate minor device interrupt handler.
A Progfammed Out 1s performed to set the Interrupt acknow-
iedge (AKC) and Interrupt Enable (IE) bits of the interfaces
Control Register. Finally, the processor priority level is
set low and control is returned to UNIX.

Unrecognized interrupts are processed by the case

and the interface 1s reinitialized.

This concludes the description of the major device

routines. The minor device routines are now described,

Minor Device Routines. The routines associated
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with the GPU, data tablet, alphanumerilc keyboard, and func-
tion switch box minor devices are described in this sectilon.
The routines are presented by minor device.

GPU Routines. The GPU minor device routines

handle the GPU portion of the VG dlsplay system., The routines

include gpopen, gpclose, rbread, gpwrite, and vgsgtty.

open. The gpopen routine (lines Hiai="~ "~

460, Appendix D) is called by vgopen. The routine locks the
user process in core, initlalizes the interface, and loads
the interface's Base Address Register (BAR).

The user process 1s locked into core to prevent process
swapplng during dilsplay system access. This 1s accomplished
by ORing the SSYS and SLOCK flags (defined in /sys/h/param.h)
into the p_flag element of the process's proc structure
(Ref 11:3).

The interface 1s initialized by issuing a Programmed
Out instruction to set the Initialize (INIT) bit of the
interface's Control Register.

The interface's BAR 1s loaded from the appropriate PDP11
user space segmentation register. If the user process does
not share a text segment then the base address 1s taken from
the first User Instruction Space Address Register (UISA)
located at virtual address 01776U40. This register is called
APR in the driver software (line 33, Appendix D). It con=-
tains the address of the zeroth page of the user address
space.

If the user process does share a text segment with
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another process then the zeroth page of the user address
space may not be contiguous with the rest of the user pro-
cess. In this case, the address of the first page of the
contiguous portlon of the user's address space 1s calculated
and loaded into the interface's BAR.
gpclose. The gpclose routine (lines

487-492, Appendix D) 1s called by vgclose, The routine
clears the GPU command register (display system address 07),
stops the transfer of the refresh list from the RBU to the
DCU, and unlocks the user process from core,

The GPU command reglster 1s cleared by writing zeroes
to it via a Programmed Output (POUT). Transfer of the re-
fresh 1ist is inhibited by writing a 010 to the START/STOP
field of the DCU control register (display system address
0400) (Ref 20:2-6). The user process is unlocked from core
by removing the SSYS and SLOCK flags from the appropriate
proc structure's p_flag element.

rbread. The rbread routine (lines 463-

475, Appendix D) is called by vgread to process a read request
on the GPU minor device. However, this routine really has
nothing to do with the GPU. Instead, it allows a user pro-
gram to read the contents of the RBU, 1.e., read the refresh
1ist. This capability was provided so that the refresh list
could be read out, converted to raster form, and dlsplayed on
a raster scan device. |

The routine uses u.u_count, u,u_base, and u,u_offset

which contain the number of words to be read, the address of

106

o A Y RPN W %

s




LY Tt ek Sk e A e o
e L) -f\a-:u "";,“".f'l):‘.‘ e

a user buffer, and current offset in the file, If u,u_count
and u.u_base do not start on a word boundary then they are
rounded down to the next word boundary. The routine reads
u.u_count words from the RBU starting at u.u_offset, The
data read is placed in the user buffer addressed by u.u_base,
This is accomplished with the passc routine described earlier,

The POUT procedure 1is used to load the RBU's memory
address register (rbumar) with the address from u.u_offset.
This causes the contents of the addressed RBU word to be
loaded into the RBU's data Register (rbudat). The PIN pro-
cedure 1s used to read the contents of rbudat., The data
read 1s placed in the user's buffer with the passc routine,
This entire process 1s repeated untll u.u_count words have
been read from the RBU.

gpwrite. The gpwrite routine (lines
k79-482, Appendix D) is called by major device routine vgwrite.
Since the GPU minor device cannot be written, the routine
simply loads u.u_error with the I/0 error flag, EIO, and
returns.
vgsgtty. The vgsgtty routine (lines 100-

147, Appendix D) 1s called by major device routine vgioctl
to process the device dependent portion of the stty and gtty
system calls. The stty and gtty system calls are handled
differently by UNIX version seven than by UNIX version six,
Therefore, vgsgtty had to be completely rewritten,

The structure chart in Figure 23 1llustrates the func-

tions carried out by the vgsgtty routine. First, vgsgtty .

e R4
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retrieves the address of the user's data array from u,u_argl2],
Next, the routine uses a case statement keyed on the flag in-
put argument to control whether a gtty, stty, or unknown com-
mand 1is processed,

In the gtty case, the contents of a display system
register are read and passed back to the user, This is ac-
complished by fetching the address of the display system
register from the first location of the user's data array.
This 1s done with the UNIX fulword function. Next, the spe-
cified display system register is read with the PIN routine,
Flnally, the data 1is passed back to the first location of the
user's data array via a call to the UNIX suiword function.

For the stty case, all three words of the user data
array are fetched via three calls to the fuiword function.

A case statement keyed on the value retrieved from the first
location of the user's data array determines what to do next.
If the case value is -1, -2, -3, -4, or -5, then the asso-
clated special function 1s executed; otherwise, a display
system reglster is written.

With the -1 case, the data retrieved from the third
word of the user's data array is written to the RBU location
addressed by the value retrieved from the second word of the
user's data array. This 1s accomplished with the POUT func-
tion.

For the -2 case, a call 1s made to the RBU reset proce-
dure, RBURSET. This function resets the RBU by clearing

both of the RBU's buffers. It also initializes the RBU's
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status and control registers (Ref 20:3-6),

The -3 and -4 cases invoke the gpwalt and gpurestart
routines respectively. These routines were described in the
section on common procedures,

With the -5 case, the data retrieved from the second
word of the user buffer is loaded into the data tablet's in-
terrupt enavle mask, dtintmask.

Any number of special functions can be added to the
system by simply adding more cases to the software,

If the case value is not -1, -2, -3, -4, or -5 then it
1s interpreted as the address of a display system register,
In this case, the data retrileved from the second location of
the user's data array is written to the display system register
addressed by the value retrieved from the first location of
the user's data array.

Data Tablet Routlnes. The data tablet minor

device routines handle the data tablet input device, They
are dtopen, dtclose, dtread, dtwrilte, fskbdtsgtty, and dtintr,
dtopen. The dtopen routine (lines 213-
217, Appendix D) 1s called by vgopen to enable interrupts
from the data tablet input device., This is accomplished by
using a POUT to set the interrupt enable (IEN) bit of the data
tablet's status (DTS) register (Ref 17:2-82).
dtclose. The dtclose routine (lines
221-225, Appendix D) 1s called by vgclose to disable inter-
rupts from the data tablet and to flush the data tablet in-

terrupt report queue. Interrupts are disabled by invoking
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the POUT functlon to clear the IEN bit of the DTS reglster,

The interrupt report queue 1s emptied by invoking the getc
routine on the queue until it is completely empty.

dtread. The dtread routine (lines 236-
247, Appendix D) is called by vgread. The u,u_count variable
contalns the number of x-y coordinate pairs requested by the
read(2) system call.

The dtread routine fetches an x-y coordinate pair and
the associated interrupt identifier from the data tablet in-
terrupt report queue and passes them back to the user buffer
via calls to the UNIX passc procedure. This continues until
u.u_count goes to zero or until the interrupt report queue is
empty, whichever occurs first.

dtwrite. The dtwrite routine (lines
232-233, Appendix D) is called by vgwrite. Since the data
tablet is a read only device, the routine simply loads
u.u_error with the I/0 error flag, EIO, and returns,

fskbdtsgtty. The fskbdtsgtty routine

(lines 151-170, Appendix D) 1is called by vgloctl to process
the device dependent portion of the stty and gtty system
calls with respect to the function switch box, alphanumeric
keyboard, and data tablet minor devices. As with the vgsgtty
routine, the fskbdtsgtty routine had to be completely re-
written due to differences between UNIX versions six and
seven.

The routine 1s passed a minor device number and a flag

as input arguments. The flag 1s either TIOCGETP for a gtty
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call or TIOCSETP for a stty call, The minor device numher
is either 1, 2, or 3 for the data tablet, alphanumeric key- }
board, or function switch box minor devices.

First, the routine retrieves the address of the user's
data array that was specified in the system call. This
address 1s retrieved from u,u_arg[2]. Next, a case statement |
keyed on the flag input argument is used to process either a
stty or a gtty.

In the gtty case (flag=TIOCGETP), the status of the
speclified minor device 1is passed back to the first location
of the user's data array via a call to suiword,

In the stty case (flag=TIOCSETP), the status of the
specified minor device is set to the value retrieved from the
first word of the user's data array.

dtintr. The dtintr routine (lines 250-
264, Appendix D) is called by vgint to process interrupts
generated by the data tablet input device. The data tablet's

status register 1s read with a PIN to obtain the interrupt

1déntifier. The interrupt ldentifier is ANDed with the data
tablet interrupt mask, dtintmask, to see if the interrupt is
recognized by the user program. If it is, then the data
tablet's x and y data registers are read. The x-y coordinates
and the interrupt identifier are then placed on the data
tablet's interrupt report queue via calls to the UNIX putc
routine. Before returning, the routine enables data tablet
interrupts by setting the IEN bit of the data tablet's status !

register.
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The Alphanumeric Keyboard Routines, The alpha-

numeric keyboard minor device routines handle the alphanumeric

keyboard input device. They are kbopen, kbclose, kbread,

kbwrite, fskbdtsgtty, and kbintr, The fskbdtsgtty routine

was described under the data tablet routines., Therefore, it

1s not included here,
%' kbopen. The kbopen routine (lines 269-
jr 271, Appendix D) is called by vgopen to enable interrupts
from the alphanumeric keyboard input device. This 1s accom-
plished by setting the KIE bit of the keyboari register (Ref
17:2-84).

kbclose. The kbclose routine (lines

276-280, Appendix D) is called by vgclose to disable inter-
rupts from the alphanumeric keyboard and to flush the key-
board's interrupt report queue. Interrupts are disabled by
clearing the KIE bit with a call to POUT. The interrupt j
' R report queue 1is emptied by repeatedly invoking the getc rou-
tine on the queue.

kbread. The kbread routine (lines 298-

315, Appendix D) 1s called by vgread. The routine fetches a
character from the keyboard's interrupt report queue and
passes 1t to the user program via a call to the UNIX passc
routine. This continues until u.u_count goes to zero or until

the interrupt report queue is emptied, whichever occurs first,

. + ‘.- . g '-:4 L e
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The routine will also terminate i1f the character read is a

carriage return ('/n') or a control D ('/004'),

kbwrite., The kbwrite routine (lines
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294-297, Appendix D) i1s called by vgwrite, Since the alpha-

numeric keyboard 1s a read only device, the routine simply
loads u.u_error with the 1/0 error flag, EIO, and returns.

kbintr. The kbintr routine (lines 320-
326, Appendix D) is called by vgint to process interrupts
generated by the alphanumeric keyboard lnput device. The
routine uses the PIN function to read a character from the
low order byte of the keyboard register, Next, the routine
uses the putc function to place the character on the key-
board's interrupt report queue., Before returning, interrupté
are enabled for the keyboard.

The Functlon Switch Box Routines. The minor

device routines assoclated with the function switch box in-
put device are fsopen, fsclose, fsread, fswrite, fsintr, and
fskbdtsgtty. Once again, fskbdtsgtty has already been des-
cribed under the data tablet routines.

fsopen. The fsopen routine (lines 337-
340) is called by vgopen to enable interrupts from the func-
tion switch box input device. This 1s accomplished by setting
the IE0 and IEl1l bits of the Function Switch Control Register
(FSKC) (Ref 20:2-22).

fsclose., The fsclose routine (lines 344-
348) 1s called by vgclose to disable interrupts from the
functlion switch box input device and to flush the function
switch box 1interrupt report queué. Interrupts are disabled
by using a POUT to clear the IEQ0 and IEl bits of the FSKC

reglster. The interrupt report queue 1is emptied by succes-
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sive calls to the getc functiaon,

fsread. The fsread routine (lines 364-
392) 1is called by vgread to transfer u.u_count function
switch readings to the user program. The routine first
fetches a flag and a function switch value from the function
switch box interrupt report queue. The function swltch value
is converted to an integer between 1 and 16. The flag indi-
cates whether the function switch value came from the S00-S.
group or from the S16-S31 group. If the function switch
value came from the S16-S31 group, then the value plus 16 is
returned to the user program; otherwise, the value itself is
returned. This continues until i.u._count goes to zero or
the function switch box interrupt report queue 1is emptied,
whichever occurs first.

fswrite. The fswrite routine {(lines
359-362) is called by vgwrite, Since the function switch
box is a read only device, the routine simply loads u.u_error
with the I/0 error flag, EI0, and returns.

fsintr. The fsintr routine (lines 397-
412, Appendix D) is called by vgint to process interrupts
generated by the functlion switch box input device. The rou-
tine determines whether the function switch depressed 1s in
the S00-S15 pr the S16-S31 group. If in the S00-S15 group,
the FSLO reglister 1s read, else the FSL1 register is read,
The contents of the reglster are placed on the functlon
swltch box interrupt report queue with a flag indicating

which register the data came from. The routine enables
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interrupts from the function swltch box before returning.

Summary

This chapter presented the device driver requirements,
device driver design, user level documentation, and documen-
tation of the device driver code itself. The next chapter
deals with the modifications made to McCallum's original

software so that 1t would run on AFIT's system,
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VII Device Driver Updates i

Some changes were made to the orlginal device driver
obtalned from the Unlversity of Texas so that it would run
on AFIT's system. These changes fall into three categories;
(1) changes due to space limitations on AFIT's PDP11/60, (2)
changes due to display system differences, and (3) changes
due to differences between UNIX versions six and seven, i

These three categories are discussed in this chapter,

Space Limitations

The original VG device driver would not fit under AFIT's
current PDP11/60 system configuration. Therefore, the driver %

had to be trimmed downed in size. The following three fea-

tures were removed from the original driver to make it smaller;
(1) the level one graphics support, (2) the code intended to
enable timeouts to occur during input device reads, and (3)

the code supporting the VG light pen device,

Removal of Level One Graphics Support. In the search

for ways to trim down the size of the device driver, it was
decided to eliminate McCallum's level one graphics support.
This level did not use the GPU and therefore did not exercise
the full potential of the display system,

’ In the level one graphics support, the RBU was treated

as minor device number 1 with rbopen, rbread, rbwrite, rbclose,
rbsgtty, and rbintr as the minor device routines., The rbopen,

rbclose, and rbwrite routines were reémoved from the driver

software. Since the rbread and rbsgtty routines were shared
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with the GPU minor device, they were not removed, After re-
moval of the RBU minor device, the name rbsgtty no longer had
meaning. Therefore it was changed to vgsgtty,

The special function named staticopy was removed from
the system. This routine was used to copy the static segment
of the RBU from one RBU buffer to the other when the RBU was
in double buffer mode. This was a rough attempt to allow static
segments to run better for the level one graphics routines.

Removal of Code for Timeouts. The original driver con-

talned code intended to allow a read invoked on a VG input
device to timeocut 1if no input was received within a specified
perlod of time. The author of the original driver never got
this feature to work. Therefore, it was removed to reduce
the size of the driver software. The timeout code removed
included the vgwait function, the tmoutdev function, the time
and dtime elements from the vgunit structure, the constant
GPU_timeout, and the code within the kbread and fsread rou-
tines intended for implementation of the timeout feature,

Removal of Code for the Light Pen. Since AFIT's VG dis-

play system does not have a light pen device, the code in the
original driver supporting the light pen was removed to de-
crease the size of the driver. The following code was re-
moved: the rbint routine which processed light pen inter-
rupts; the cursup function and global variables vg _x, vg y,
vg_hitaddr, and vg_incr which were used to update the cursor

after a light pen hit; and three special functions in the

rbsgtty routine (subsequently changed to vgsgtty) for enabling
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light pen hits, disabling light pen hits, and loading vg_x

and vg_y.

Display System Differences

AFIT's VG display system has a data tablet input device,
but does not have a light pen device. The code added for the
data tablet was described in the last chapter, The data
tablet was assigned minor device number 1, which became avail-

able when the RBU minor device was removed from the system,

Differences Between UNIX Versions Six and Seven

Many differences exist between UNIX version six and
UNIX version seven. These differences are transparent to
users but not necessarily transparent to all device drivers.
Several changes were required to make the original VG driver
run under UNIX version seven. The differences between ver-
sion six and version seven affecting the VG device driver are
described here.

UNIX version six provided the following structure for
accessing the low byte and high byte of a 16 bit computer

word.
strucf{char lobyte; char hibyte;};

This structure was deflined in the version six source file

param.h, The version seven source file param.h does not con-

taln the structure. Since the VG device driver references
the structure often, it was added to the beginnlng of the

driver software (see line 93, Appendix D).
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UNIX version six also provided the structure

struct {char d_minor; char d_major;};

for accessing the major and minor numbers of a device name,

This structure was declared in the version six source file
conf.h. Version seven does not support this data structure.
Instead it uses functions major(x) and minor(x) (declared in
the version seven file param.h) for fetching the major and
minor device numbers from the high order and low order bytes
of the device name. In order to reduce the number of changes
made to the original driver, the d_minor/d major structure |
was added to the beginning of the driver software (see line

96, Appendix D).

Another difference between UNIX versions six and seven
is the byte offset, u.u_offset. Thirty two bits are required
to keep track of the byte offset in a fille for I/0 purposes.
Since UNIX version six does not directly support "long" in-
tegers (i.e., 32 bit integer variables), it uses two sixteen
bit words to keep track of the byte offset in a file, These
two words are u.u_offset[0] and u.u_offset[1], UNIX version
seven does support long integers. Therefore, under version
seven, u.u_offset 1s one variable declared as type long. As
a result, all occurences of u.u_offset[O] and u.u_offset[1]
in the original driver were changed to u.u_offset for com-
patability with UNIX version seven (see lines 469 and 473,
Appendix D).

Two changes were made to the UNIX version six cdevsw
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structure; (1) a new element, d stop, was added to the struc-

ture and (2) the d_sgtty element was changed to d_loctl,
These two changes affected the device driver software because
the driver's vgdev table 1s declared as a cdevsw structure
(see 1ine 538, Appendix D). Since the d_stop element is not
utilized by the driver a zero was placed in 1ts position as

a place holder in the vgdev table (see lines 539-542, Appen-
dix D). The driver's only reference to the d_sgtty element
of the vgdev table was changed to reference d_ioctl instead

(see 1ine 631, Appendix D).

Summary

Installation of a new version of UNIX which has an over-
lay capability is planned for AFIT's PDP11/60. This will
relieve the limited space problem somewhat. At that time
the level one graphics could be added back to the driver.

The abllity to support more systems software will allow for
future expanslon of the driver software to support other in-
put devices such as the light pen, joy stick, and control
dlals.

The differences betwen UNIX versions six and seven did
not cause any major changes to the original driver software.
Nevertheless, a lot of research was required in order to
hnderstand the differences that affected the driver software,

Once the driver source code was updated, 1t was compiled

and installed on the system.' The next chapter describes the

installation procedures 1n detail.
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VIII Installing the VG Device Driver

The document entitled "Regenerating System Software"
provides a general guldeline for installing device drivers
under the UNIX version seven operating system (Ref 4:6-9).

The instructions In the document, together with a few modi-
ficatlons and additions, were used to install the VG device
driver on AFIT's PDP11/60 computer.

Before the VG device driver could be installed, the
system configuration had to be changeu to make room. The
existing system configuration at AFIT includes device drivers
for the RKO7 disk drives, the system console, and the time
sharing terminals. This is the minimum configuration needed
to support a multi-user, time shared environment. Unfortunately,
this minimum configuration approaches the maximum size allowed
for the UNIX operating system object file. The maximum
allowable size is specified as 49,152 bytes (see line 57,
Appendix E). 1In order to install the VG driver and remain
within the size 1limit, something had to be removed from the
current configuration. Since the RKO7 disk drives and the
system console are indespensable, the only thing that could be
removed was the dhll driver for the time sharing terminals.
This means that in order to use the VG graphics device, the
system must be degraded from multi-user to single user mode.
This undesirable situation will be remedied 1in the near future
with the installation of a new version of UNIX that provides

an "overlay" capabllity. This capability will allow a larger
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UNIX obJect flle which, among other things, will support more
device drivers.
The VG device driver was installed under UNIX version

seven by performing the following eight steps.

Create the speclal files.

Relocate the driver source files.

Produce and archive the driver object file.
Edit the character device switch table.
Edit the interrupt vector file.

Produce the UNIX object file /unix.vg.
Restore the changed UNIX files.

Reboot the system from /unix.vg.

O~ OV =W

The remainder of this chapter 1is devoted to a detailed
description of these eight steps. Figure 24 includes all the
files and commands used during driver installation and identi-
fies their location 1n the root file system. Use of these
files and commands will be explained as the eight installation
steps are described. A description of what was done to remove
the dhll driver for the time sharing terminals will also be

gilven.

Creating the Special Files

Character oriented special files for the four VG minor
devices were created via the system command mknod(l). The

following system commands were executed to create the four

.special files.

# cd /dev

# /etc/mknod gpu
# /etc/mknod dtb
# /etc/mknod kbd
# /etc/mknod fss




dev

LIB2 i

LIB2 i.save
LIB2 i.vg
vg.c

conf

c
c.c.save
c.c.
1.
1.s.good
1.s5.vg
makefile
mkdev_i

unix_i
unix_i.save
unix_i.vg
vg_conf.load
vg_conf.unload

Location of Relevent Files and Commands




The system expects all character orlented special files

to reside in the directory /dev. Therefore, the first command
executed changed the current directory to /dev. Next, on
lines 2-5, the four speclal files were created with the mknod
command, which resides in the /etc directory.

The mknod command accepts four input parameters. The
first parameter specifies the name of the special file to be
created. The second parameter indicates that the file is
character oriented as opposed to block oriented. The third
and fourth parameters specify the file's major and minor
device numbers respectively.

The mknod command uses the first input parameter to create
a directory entry in /dev for the special file. Next, the
mknod command creates an "inode" entry for the special file
and stores it in the disk inode table (Ref 10:18-2). The file
type (character in this case), major device number, and minor
device number represent the fille's characteristies. These
characteristics are stored in the file's disk inode entry for
lafer reference.

Appendix F contains a listing of directory /dev before
execution of the mknod commands, a listing of the mknod
commands, and a listing of /dev after execution of the mknod
‘commands. The latter listing verifies the creation of the
four special files.

The complete path names for the four special files are

/dev/gpu, /dev/dtb, /dev/kbd, and /dev/fss. These complete

pathnames are cited in user programs when referencing the VG
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graphics processing unit, data tablet, keyboard, and furction
switches respectively.

After creating the special files, their access modes
were updated with the chmod(1l) system command to allow all

user programs to read and/or write them (Ref 5:13-14). The

following 1list of commands were executed to accomplish this i
task.

1. # chmod +rw /dev/gpu

2. # chmod +r /dev/dtb

3. # chmod +r /dev/kbd

4, # chmod +r /dev/fss

5. #

The special file associated with the VG graphics pro-
cessing unit was given both read and write permissions, while
the special files assoclated with the VG input devices were

only glven read permission.

Relocating the Driver Source Files

As stated by Haley and Ritchie, "the source and object
programs for UNIX cre kept in four subdirectories of /sys"”
(Ref U:6). These four subdirectories are h, dev, conf, and
sys. A complete listing of the contents of these subdirec-
tories 1s given in Appendix G.

The subdirectory h ccntains header files which are picked
up (via '#include ...') as required by each system module
(Ref 4:7). These header files all end in '.h'. They contain
global declarations needed by system modules (Ref 10:1-3).

The VG device driver program obtalned from the University of
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Texas Included a header flle named initll.h. To maintain !

UNIX system standards, thls file was renamed vg.h and was
moved to subdirectory h. The resulting pathname for the file
was /sys/h/vg.h.

The dev subdirectory consists mostly of device driver
source files that all end in '.c'. The VG device driver
source file, vg.c, was moved to the dev subdirectory. The
resulting path name for the file was /sys/dev/vg.c.

Subdirectory conf 1is concerned with device configuration
and will be described later in detall. Subdirectory sys con-
tains the rest of the system and has nothing to do wlth device

driver installation.

Producing and Archiving the Driver Object File

The directory /sys/dev contains two libraries, LIB2 1
and LIBZ_3id, which contain all the device driver object files.
LIB2_1d is used with separate instruction and data (I and D)
space CPUs while LIB2 i 1s used with non-separate I and D
space CPUs, such as AFIT's PDP11/60. An object file for the
VG driver was produced and archived in LIB2 1.

Before altering LIB2 i, an original copy of it was placed

in LIB2_i.save. Thils guaranteed that LIB2_1 could always be

restored to 1ts origlinal state from LIB2_i.save.

In order to make room for the VG driver in the final
UNIX object flle, /unix.vg, the dhll driver object fille had
to be removed from LIB2 i. This was accomplished with the

archive system command, ar(l). The command line .
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# ar d LIB2 1 dh.o

deleted the dhll driver object file from library LIB2 1.
Next, a shell procedure (l1.e. an executable file con-
taining system commands) named mkdev_1 was invoked to compile
the VG driver source file and archive the resulting object
file in LIB2 1. The following listing of mkdev_i reveals the
commands executed by the UNIX shell program when mkdev_i is

invoked.

l. # cat /sys/conf/mkdev_i

2. echo c¢cp ../h/param_i.h ../h/param.h
3 cp ../h/param_1i.h ../h/param.h
4y, cd ../dev

5. touch Junk.o

6. rm *.0

7. cc =-c -0 $1l.c

8. cc -¢ -0 $2.c

9. cc -c -0 $3.c

10. cc -c -0 $b.c

11. cc -c -0 $5.c

12. cc -¢ -0 $6.c

13. ar rv LIB2 i *.o

14, rm ¥*.0

15. #

Line four changes the current directory to /sys/dev where
all the driver source files reslide. Lines seven through
thirteen allow mkdev_i to compile and archive up to six device
driver source modules at once (Ref U4:8). The '.c' extension
.required by the C compller is automatically appended to the
input files.

The following command stream was invoked to compile

and archive the VG device driver in lihrary LIB2_ 1.
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# cd /sys/conf

# cp /sys/dev/vg.c /sys/dev/vg

# mkdev 1 vg

ep ../h/param 1.h ../h/param.h

a - vg.o

# rm /sys/dev/vg

# cp /sys/dev/LIB2_1 /sys/dev/LIB2_1.vg
#

e ® o & e * e @
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The first command changed the current directory to /sys/
conf where mkdev_i resides. On line two a copy of the VG
driver source file was made in /sys/dev/vg. This was done
because mkdev_1 expects no '.c' extension on its input para-
meters. Mkdev_1i was invoked on line three with file
/sys/dev/vg as the 1nput parameter. Line five 1s a message
indicating that the VG driver object file, vg.o, was success-
fully added to LIB2_1. On line seven a copy of the updated

LIB2_i was saved in LIB2_ 1.vg.

Editing the Character Device Switch Table

The system's character device switch table (cdevsw) is
contained in the file c.c which resides 1in the device con-
figuration directory /sys/conf. A complete listing of file
c.c is given in Appendix C.

Each row in the cdevsw table 1s reserved for a parti-
cular character type device driver. The ordinal position
of the row in the table implies the device's major device
number, starting from 0 (Ref 4:9).

A row in the cdevsw table gives all the information

the system needs to know about a particular device driver.
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As stated by Haley and Ritchie,

"For character devices, each line in the
table specifies a routine for open, close,
read, and write, and one which sets and
returns device-specific status .... If
there 1s no open or close routine,
'nulldev' may be given; if there is no

‘ read, write, or status routine, 'nodev'
i may be given. Nodev sets an error flag
‘ and returns." (Ref 4:9)

The system expects the name for the open routine to be
in column one, the close routine in column two, the read
routine in column three, the write routine in column four,
and the status routine in column five.

Before altering the file /sys/conf/c.c, a copy of it
was made in the file /sys/conf/c.c.save. This was done so
that the original /sys/conf/c.c could always be restored to
its original content from /sys/conf/c.c.save.

' The names of the VG device handler routines (vgopen, %
vgelose, vgread, vgwrite, and vgloctl) were added as row 22
at the end of the existing cdevsw table (see line 77,
Appendix C). Thus, the number 22 became the major device
number for the VG graphics device. This explains why the

number 22 was specified as the major device number when

creating the special filles associated with the four VG minor

- devices.

B P Y

The code

int vgopen(), vgeclose(), vgread(), vgwrite(), vgioctl();

was added to fille /sys/conf/c.c tc declare the VG driver
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routines to be of type integer (see line 51, Appendix C).
Comments were added to the beginning of the flle to 1indicate
that the VG device handler had been added (see lines 1-11,
Appendix C).

The routines for the dhll driver were removed from the
cdevsw table. These entries were replaced with 'nodev' and
'nulldev' as needed (see line 59, Appendix C). Also, the

line declaring the type of the dhll driver routines was
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deleted. A copy of the updated file /sys/conf/c.c was saved

in /sys/conf/c.c.vg.

Wl v e

Editing the Interrupt Vector File

The file 1l.s, which resides in the /sys/conf directory,

contains the system's device interrupt vectors. A complete

listing of the file 1l.s 1s given in Appendix B. The interrupt
vector for the VG device was added to this file.

Before altering the file l.s, a copy of 1t was made in
the file /sys/conf/l.s.good. This guaranteed that 1l.s could
be restored to 1ts original state from l.s.good.

The interrupt vector for the VG device begins at loca-
tion 374 (octal). When the VG interrupts the PDP1ll CPU,
the program counter (PC) is loaded with the value stored at
Jlocation 374, while the processor status (PS) word 1s loaded
with the value stored at location 376. The assembly language

code

.= ZERO+374
vgint; br7




T RETRSES ST T TR YWY

was added to the file l.s to store the appropriate values at

locations 374 and 376 (see lines 60-61, Appendix B).
The assembly language code
.global _vgint
vglint: Jsr r0, call; jmp _vgint
was added to file 1l.s to provide the capability of calling the ;
VG device interrupt handler routine (lines 83-84, Appendix B).
The interrupt vectors for the dhll and dmll drivers
were removed from the file 1l.s. The dmll driver is used for
modem devices and is directly coupled to the dhll driver. i
After removing the dhll driver, the dmll interrupt vector was |
no longer needed. A copy of the updated file /sys/conf/l.s

was saved in /sys/conf/l.s.vg.

Producing the UNIX Object File /unix.vg

A new object flle for the UNIX operating system was
created with the make(l) system command. This command can be
used tb recomplle the entlire system from scratch or to re-
compile individual source modules and install them in the 1
correct libraries (Ref 4:7, and 5:11). The latter method
was used for installing the VG device driver software.

The form of the command used was "make unix60". The

‘input parameter unix60 indicates that only certaln source

modules were to be recompiled and that the CPU type was 60
(for the PDP11/60).
The make(l) command looks within the current directory

for a fille named "makefile". This file is used as 1nput
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to the make(l) command. The file /sys/conf/makefile is the

19.

22. rm

24, #

input file needed for regenerating the system (Ref 5:11).
A complete listing of this file is given in Appendix E.
The following command stream was used to execute "make
unix60" and copy the resulting UNIX object file to /unix.vg.
1. # cd /sys/conf
2. # make unix60
3. convert 1.s 1 1i.s
b, ep 1l.s 1 1.s
. 5. done converting 1 i.s
. 6. as -0 1 1.0 1 i.s
. 7. as =-o mch_1.o mchO.s meh_1i.s
> 8. c¢p ../h/param_i.h ../h/param.h
-] 9. c¢c -¢c -0 c.cC
b 10. mv c.o c_1l.o0
] 11.
] 12. The output file will be named unix 1 I!!l!
13.
14, 1d -o unix_ 1 -x 1 _i.omeh_i.0 c_i.0 ../sys/LIB1_1
/dev/LIB2_1
15.
16. 1if size of unix i > 49152 bytes, UNIX IS TOO
BIG !!!!! -
17.

18. Size of unix_i is tEXT+DATA+BSS = TOTAL

20, Size unix 1
21. 33638+41918+13312 = 48868b = 013734UDb

¥.0

23. # cp unix_1 /unix.vg

First, the current directory was changed to /sys/conf

so that the appropriate "makefile" would be used. Next,

"make unix60" was invoked on line two. Lines 3-22 are

messages printed

during successful execution of the command.

The messages indicate what the command was doing.

Basically, the files /sys/conf/l.s, /sys/conf/mch0.s, and

/sys/conf/mch_1.s were assembled; the file /sys/conf/c.c was




compiled; then all the resulting object files were loaded

(along with /sys/sys/LIB1_i and /sys/dev/LIB2_1) into an

output object file name /sys/conf/unix i. Next, the size

- of the object file /sys/conf/unix_i was computed to see if

it exceeded 49,152 bytes (the maximum size allowed for a

UNIX object file). Finally, on line 22, all the files in

the directory /sys/conf that ended in '.o' were removed.

This was a cleanup step which removed all intermediate object
files created during execution of "make unix60".

On 1line 23 the UNIX objJect file /sys/conf/unix_1 was

copled to the root directory and given the name unix.vg.

Restoring the Changed UNIX Files

The original contents of UNIX files /sys/conf/l.s,
/sys/conf/c.c, and /sys/dev/LIB2_1 were changed in order to
i create the new UNIX object file, /unix.vg. A shell procedure,
or script file, named /sys/conf/vg conf.unload was created
to restore the original contents of these files after creating

the new UNIX object file, /unix.vg.

The script file was created by first using the editor

iy
Ve

to bulld a flle of system commands, then flagging the file

Y U

ietay

as an executable shell program with the chmod(l) system

TRV

[ -

command (kef 2:5).
a3 A complete listing of /sys/conf/vg_conf.unload is given here.

# cat /sys/conf/vg_conf.unload

1.
- 2. echo cp /sys/conf/c.c.save /sys/conf/c.c .
ff 3. c¢p /sys/conf/c.c.save /sys/conf/c.c
- 4, echo ;
! 5. echo cp /sys/conf/l.s.good /sys/conf/1l.s
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6. cp /sys/conf/l.s.good /sys/conf/l.s

7. echo

8. echo cp /sys/conf/unix i.save /sys/conf/unix 1
9. c¢p /sys/conf/unix_i.save /sys/conf/unix_i

10. echo
11. echo cp /sys/dev/LIB2 i.save /sys/dev/LIB2 1
12. cp /sys/dev/LIB2_1i.save /sys/dev/LIB2_1i

13. echo

14. echo Finished unloading the configuration for
the VG3u404 !!!

15- #

This script is executed by typing its file name, /sys/conf/
vg_conf.unload, at the system prompt. 7Tt restores the original
contents of the UNIX files by copying from the appropriate

save files.

Rebooting the System from /unix.vg

To use the VG Graphics Display System, the PDP11/60

must be rebooted using the /unix.vg object file. A complete
1list of commands needed to reboot the system 1s given in
Appendix H. These commands must be executed from the system
console. When using this command stream it is assumed that
the system is in multl-user mode and that the system console
is logged in as the "root" executing a function that monitors
system usage. First, the system 1s taken down from multi-user

time sharing mode, then it is rebooted from /unix.vg.

Summary

This chapter presented a complete description of how to
install the VG device driver software on the PDP11/60 under UNIX
version seven. The device driver software testing methodology .
is described in the next chapter. All of the test programs and

results are 1included.
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ig IX Software Testing

A few short C-language programs were written to test

some of the features of the system. This testing was by no

g e S T30t A

means comprehensive.

The testing methodology used was a combination of pro-

A=

gram path analysis and "black box" testing. The test pro- !

grams were written to exercise most of the major program
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paths of the device driver software. These paths were taken
directly from the structure chart in Figure 21 (see page 79
X Chapter VI). When the test programs were executed, data was
5 ;‘ input to the system for which a known output was expected.

. The actual output was checked against the desired output to

! % verlify that the driver software worked properly. With this
testing approach, the driver software was treated as a "black

box". In other words, the inner workings of the driver soft-

ware were not observed directly.

The major program paths were tested by writing test pro-

grams for each of the VG minor devices. The remainder of this
chapter 1s devoted to a description of the tests performed and

their results.

GPU Tests

The open(2), close(2), stty, and gtty system calls were

tested on the gpu minor device. The objective was to verify

that VG registers could be read and written by a user program

and that the GPU could fetch and execute a user display list .

i
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The first test performed was to open the GPU minor

device, write a value to a VG reglster, read the same register,
print the value read, then close the GPU minor device. The
code for the test routine and the execution of the test are

listed below.

1. # cat gputestl.c

2. main( )

3. { int fdgpu, bufl3];

by, fdgpu = open("/dev/gpu",2);

5. buff[o] = 012;

6. buf[1] = 045;

7. stty(fdgpu,buf);

8. gtty(fdgpu,buf);

9. printf("%o\n", burf0]);

10. close(fdgpu);

11. }

12, #

13. #cc gputestl.c

14, #a.out

15. 45

16. # :
i

Lines 2 through 11 are a listing of the test routine. ‘

The routine was compiled on line 13 and executed on line 14.
The output was printed on line 15.

In this test the value 45 was written into the VG's ‘h
picture base object (PBO) register (see lines 5-7), then the

PBO register was read to verify that it contalned the value

45. The output on line 15 verified that the test was suc-

cessful. When the PBO register was written (line 7), buf[0]

A el - s

.contained the PBO register's address. When the PBO reglster
was read (line 8), buf[0] got changed to the value read.

The same test was performed on the VG's directory (DIR) %:
register. The value 45 was first written to the DIR register, |

then the DIR register was read. The result was 44 instead
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of the éxpected 45, Later, it was discovered that this was

not a device driver software error. The VG's DIR register
contains loglc that converts all odd values to even values.

This 1s done because the directory address stored in the DIR
register must begin on a word boundary instead of a byte
boundary in computer memory. When even values are written tc
the DIR reglister the same values are returned when the register
i1s read.

The next test performed was to verify that the GPU could
fetch and execute a user display list stored in the host com-
puter. The display list used was taken f:»om the VG System
Reference Manual (Ref 18:4-3). This particular display 1list
contains the instructions needed to draw an equilateral tri-
angle (Ref 18:4-2). The code for the test routine and execu-

tion of the test are listed below.

1. # cat tri.c

2. main( )

3. {int fdgpu, directry[10], object[50];
4., 1int stack[200], buf[3];
5. directry[0] = 01;

6. directry[1] = object;
7. object[0] = 01;

8. object[1] = 0140150;
9. object[2] = 0140000,
10. object[3] = 0140000,
11. object[:] = 0040000;
12. object[5] = 0140000;
13. object[6] = 0;

14.  object[7] = 0040000;
15. object[8] = 0140000;
16. object[9] = 0140001;
17. object[10] = 0010000;
18. fdgpu = open ("/dev/gpu", 2);
19. buf[0] = 01;

20. buf[l] = stack;

21. stty(fdgpu,buf);

22. buf[0] = 02;




23. buf[l] = stack+63;
24, stty(fdgpu,buf);
25. bufr{0] = 0;
26. buf[1l] = directry;
27. stty(fdgpu,buf);
28. buf[0] = 012;
29. buf[1] = 01;
30. stty(fdgpu,buf);
31. buf[0] = 010;
32. bufl1] = o401;
33. stty(fdgpu,buf);
34, buffo] = 07;
35. buf[1] = 0160134;
36. stty(fdgpu,buf);
37. close(fdgpu);

' 38. 1}
39. # cc tri.c
4o. # a.out
31. GPU interrupt [12] - 130022 73257
2. #

Lines 2 through 38 are the code for the test routine.
Lines 5 and 6 set up the directory required for the display
list, while lines 7-17 set up the display list itself. Lines
19-21 store the beginning stack address in the VG's stack
base address (STB) register. Lines 22-24 store the ending
stack address in the VG's stack limit address (SLM) register.
Lines 25-27 store the directory address in the VG's directory

address (DIR) register. Lines 28-30 store the object number

of the base picture in the VG's picture base object (PBO)

register. Lines 31-33 load the VG@'s control (CTL) register,

while lines 34-36 load the VG's command (CMD) register. ]

“Once the CMD register is loaded, the GPU 1is directed to fetch

ey
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and execute the display list stored in the array named "object".
The test routine "tri.c" was compiled and executed on
lines 39-U41. The result was an interrupt generated by the GPU

with state code 12 (see line 41). State code 12 means that
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an invalid‘picture base object or directory structure caused
the interrupt (Ref 18: Appendix B2). One probable cause of
this error 1s an invalid base address stored in the Hardware
Interface's Base Address Register (BAR). This would cause
all virtual addresses to be mapped to 1lncorrect physical
addresses. If this was the problem, then the GPU used an
erroneous physical address to fetch the user's directory in-
formation and found an invalid directory structure stored
there.

The way to dlscover if the Interface's BAR 1is being

loaded with the correct address is to write a user program

that performs the same address mapping that the Interface per-

forms (Ref 19:13). When performing the address mapping, use
the same base address that the driver software loads into the
Interface's BAR. The program should first store some pre-
determined value in a known location. Next the program maps
the known location's virtual address to a physical address
using the same base address and address mapping algorithm
used by the Hardware Interface. Finally, the program fetches
the contents of the calculated physical address to see if it
is the predetermined value that was stored there in the be-
ginning. If 1t 1is, then the error occuring in the driver
‘software was probably not caused by the Hardware Interface's
address mapping. On the other hand, if the value fetched 1is

not the same as the value stored then the base address used

during the address mapping was erroneous. If this is the case,

then the User Instruction Space Address (UISA) Registers have
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probably been changed between UNIX versilons slx and seven.

In that case, the driver software would have to be changed

to load the Interface's BAR from the correct UISA register.

Data Tablet Tests

N

The open(2), read(2), and close(2) system calls were

o s B s

tested on the data tablet mlinor device. The objective was

to verify that a user program could read the VG's data tablet
registers and that a user program could select which of the

? four types of data tablet interrupts 1t would recognize.

The first test performed was to open the data tablet
minor device, mask out all data tablet interrupts except those
generated by the pressure switch on the data tablet stylus,
read the data tablet minor device, then close it. The code

for the test routine and the execution of the test are listed

below.
1. # cat dtb.c
' 2. main( )
! 3. |
! k. int fdgpu, fddtb, n, bufl50];
5. fdgpu = open("/dev/gpu",2);
. 6. fddtb = open("/dev/dtb",2);
}.} 7. bUf[OJ = -5;
z 8. bur[1] = 01;
i 9. stty(fdgpu,buf);
“i 10. n = 0;
: | 11. while (n<l) n=read(fddtb, &buf, 1);
o 12. printf("Flag = %0, X = %d, Y = %d\n", bur{l], bur[2]);
~ J . 13. close(fddtb);
- 14, close(fdgpu);
' 15. }
16. #

170 #

18. # cc dtb.c
= 19. # a.out
20. Flag =1, X = 3, Y = 41
21. # a.out

A e e nam e
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' 22. Flag = 1, X
23. # a.out
2k, Flag = 1, X
25. # a.out
26. Flag = 1, X
27. #

-377, Y = 441 - .
-408, Y = -319

369, Y = -318

Lines 5 and 6 open the GPU and data tablet minor devices.

i Lines 7 through 9 select the pressure switch interrupt (PRS)
only. Lines 11 and 12 read and print one X-Y coordinate pair
from the data tablet and the type of interrupt that generated
the pair. Lines 13 and 14 close the data tablet and gpu
minor devices.

Lines 19 through 26 contain the results of four different
executions of the test routine. For each test, the author
used the data tablet stylus to generate all the different
types of interrupts available on the data tablet, i.e., XO0S,
YOS, PNN, and PRS (Ref 17:2-83). The phrase "Flag = 1" on
each line of the output (lines 20, 22, 24, and 26) verifies
that only the X-Y coordinate palirs generated by the PRS in-
terrupt were passed to the test program.

For the next test, lines 7-9 of the data tablet test
program were omitted. This meant that X-Y coordinate pairs
generated by any of the four data tablet interrupts could be

read by the test program. Four different executions of this

i 4 ;
L PR

.test program and the resulting output are listed below.

{

# cc dtb.c

1.

2. # a.out

3. Flag = 2, X=11, Y=75 ;
: 4. # a.out ;
: 5. Flag = 1, X=413, Y=U74 g

6. # a.out :
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7. Flag = 4, X=125, Y=512
8. # a.out

9. Flag = 8, X=512, Y=-305
10. #

In the first execution (lines 2-3), "Flag = 2" indicates
that the X-Y coordlnate palr was generated by a PNN interrupt.
For the second, third, and fourth executions, the X-Y coordi-
nate pairs were generated by the PRS, YOS, and XO0S interrupts
respectively.

For all of the above data tablet tests the device driver
software performed correctly. Therefore, the objective of the

data tablet tests was met.

Keyboard Tests

The open(2), read(2), and close(2) system calls were
tested on the VG's alphanumeric keyboard minor device. The
objective was to verify that a user program could read data
from the VG's alphanumerilc keyboard input device.

A short test program was written to read and print out
fourteen characters from the VG's alphanumeric keyboard. The
test program and three different executions of the test are

listed below.

# cat kbd.c
main( )
{ int 1, fdgpu, fdkbd, n, buf[50];
fdgpu = open("/dev/gpu",2);
fdkbd = open("/dev/kbd",2);
for (i=1; i<=14; 1++) {
n=o;
while (n<l) n=read(fdkbd,&buf,l);
printf("%c",buf(0]);

}

printf("\n");
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12. close (fdkbd);
13. close(fdgpu);
14, 1}

15. # cc kbd.c

16. # a.out

17. ¢this 1s a test
18. # a.out

19. This is a TEST
20. # a.out

21. 123456789{! 2 < >
22. #

Lines 2-14 are the test program while lines 16-21 are
three different executions of the test program. The first
and second executions (lines 16-19) verified that both upper
and lower case letters were read successfully. The third
execution (lines 20-21) verified that numeric and other special
characters were read successfully. Therefore, the objective -

of this test was met.

Function Switch Box Tests

The open(2), read(2), and close(2) system calls were
tested on the VG's function switch box minor device. The
objective was to verify that a user program could read values
from the VG's function switch box input device.

A test program was written to read one value from the
function switch box. The test program and four executions
of the test are listed below.

# cat fss.c
main( )

{
int fdgpu, fdfss, n, buf;

fdgpu = open("/dev/gpu",2);
fdfss = open("/dev/fss",2);
n = 0;

O~ AN EWN -

while (n<l) n=read(fdfss, &buf, 1);
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9
10

11.
12,
13.
14.
15-
16.
17.
18.
19.
20.
21.
22.

Line 2-12 are a listing of the test program.
contain four different executions of the test program.
each execution of the test program the author verified that the
value printed was the number of the function switch that was

depressed.

R s wriiore 1 - ok SIS AL Al e e ot L
” = ey

printf("function switch

close(fdfss);
close(fdgpu);
}

# cc fss.c

# a.out
function switch
# a.out
function switch
# a.out
function switch
# a.out
function switch
#

[
]

15
25
31

box tests was met.

Summary
Most of the

Except for the direct memory access test performed on the GPU
minor device, all tests performed on the device driver soft-
ware were successful.

research.

Conclusions and recommendations are presented in

the next chapter.

%d\n", buf);

Lines 14-21

Therefore the cbjective of the function switch

major features of the system were tested.

This testing concluded the author's

o
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X Conclusions and Recommendations

The UNIX operating system provides a stralght-forward
interface to peripheral device driver software. This inter-
face allows for the addition of any number of perlpheral
devices to the system. The limlting factor 1s the amount of
memory avallable for the operating system. This was a major
problem with AFIT's PDP 11/60. Space was so limited that the
VG graphics display system could only be used while the PDP
11/60 was in single user mode. This unacceptable situation
can be remedied with the newer version of UNIX which has a
memory overlay capability. This capability will allow the
operating system to support more device drivers.

The differences between UNIX versions six and seven were
transparent to the common user but not to the systems pro-
grammer. Therefore, a computer installation that upgrades to
a later version of UNIX may have to convert some of their
device'driver software. Many changes had to be made to
McCallum's original driver before it would run under UNIX
version seven.

The fact that UNIX 1s written in a High Order Language
(HOL) such as "C" 1is a real asset. This ailds the systems
‘programmer lmmensely in understanding and maintaining the
system. It is also very convenlent to be able to write the
device driver software in the same HOL. The C programming
language has many features which lend to systems programming,

e.g., polnters and structures.
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McCallum's design for the VG device driver was stralght-
forward and easy to understand. He used a top down modular

approach which allows for easy expansion of the driver soft-

e

ware, This was shown by the easy addition of the data tablet

minor device to the driver software.

The apparent problem with direct memory access must be
solved before the system 1is useful. First, the cause of the
problem must be 1dentified, then corrected. A probable
cause of the problem and a possible solution were identified
in Chapter IX.

Many worthwhlile projects could stem from the research in
this thesis. One project would be to implement a time-out

capabillity when reading from the VG input devices. In other

words, if no input data is avallable when a user program reads

a VG input device then the user program should be put to
"sleep" for a short time to wait for data to be input from
the device.

The author attempted to implement the time-out feature
using the alarm(2), pause(2), and signal(2) system calls.
The attempt was aborted when it was discovered that the header
file required by the signal(2) system call (signal.h) was not

avallable on AFIT's system. The following three 1lines of code

system calls.

1. alarm(n);
2. pause( );
3. (*signal(SIGALRM,SIG_IGN))( );
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The author intended to have the device driver execute this

code if no data was avallable when a user program attempted
to read a VG input device. Line 1 tells UNIX to send an
alarm signal to thils process after n seconds have elapsed.
Line 2 causes the driver to stop execution to wait for a
signal. Line 3 catches the alarm slgnal sent by UNIX after
the n seconds have elapsed. After the alarm signal is

caught the device driver resumes execution. This would have
been an easy way to implement the time-out feature. Since
the flle /sys/h/signal.h was not present on the system, the
time-out feature could not be done with the alarm(2), pause(2),
and signal(Z) system calls. Nevertheless, a time-out feature
could be programmed in other ways.

Another possible project would be to enhance the input
capabilities of the VG's alphanumeric keyboard input device.
Currently the device driver only supports the "raw" mode of
input from the keyboard. That is, no special meaning is
assigﬁed to any input character received from the VG's key-
board. The device driver could be changed to support "rooked"
input from the VG keyboard. That is, control characters input
from the VG's keyboard could be detected by the device driver

and handled in a speclal way. Another project in thils area

“would be to echo the keyboard characters to the VG's display.

Perhaps the most worthwhile project 1s the implementa-
tion of a high level device independent graphics software
package on the system. McCallum's level two graphics soft-~

ware (Ref 12) is readily available. It may have to be modi-
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fied a little to be compatible with UNIX version seven's
version of device driver software.

Another graphics software system such as Lawrence
Livermore's Grafcore/Graflib (Ref 6) could also be imple-
mented. In this case a BASELIB would have to be generated
to define the UNIX/Graflib interface. Next a filter would
have to be written to convert the device independent display
list that Graflib produces into a display list that can be
processed by the VG display system.

Many more worthwhile thesis projects could be undertaken
to develop AFIT's computer graphics capabilities. The field

1s wide open and the options are virtually limitless.
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Appendix A:

Listings of UNIX Source Files
/sys/h/proc.h and /sys/h/user.h

The two UNIX Source Files contained in this appendix

were printed on the PDP11/60 system. The following two com-

mand lines were invoked to print the files on a teletype

terminal.

1. # printit </sys/h/proc.h
2. # printit </sys/h/user.h

The program "printit" was written to print the input file

with line numbers added.

listed below.

The source code for this program is

# printit <printit.c
#include "/sys/h/stdio.h"
#define MAXLINE 133

0l
02
03
04
05
06
07

08
09
010
011

main()
{

reglster int 1;
char *temp[133];

for (i=1;fgets(temp,MAXLINE,stdin);
i++) {
fprintf(stdout,"%5.5d "i);
fputs(temp,stdout);

The prinit program was used to print all of the source

file listings in Appendices A-E.
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Appendix B: Listing of UNIX Source File
/8ys/conf/1l.8.vg

The UNIX source file /sys/conf/l.s.vg contains the

system call trap vector (line 31) and the VG's interrupt

vector (lines 60-61 and 83-84). -
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Appendix C: Listing of UNIX Source File
/sys/conf/c.c.vg
The UNIX source flle /sys/conf/c.c.vg contains the
system character device switch table (cdevsw)., The cdevsw

table contains the addresses of the VG major device routines

(1ine 77). -
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Appendix D: Listings of Driver Source Files
/sys/h.vg.h and /sys/dev/vg.c
The VG device driver source code is located in two
files; /sys/h/vg.h and /sys/dev/vg.c. These files contailn

the final version of the device driver software.
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Appendix E: Listing of File
/sys/conf/makefile
The flle /sys/conf/makeflile 1s used to regenerate the
system during execution of the command "make unix60".
Line 57 specifles the maximum allowable size (in bytes)

| of the system.
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Appendix F: Creation of Special Files for the
VG Graphics Device
Before Create Special Files After
. f 18 /dev # cd /dev f 1ls /dev
console # /etc/mknod gpu ¢ 22 0 console
kmen # /etc/oknod dtb ¢ 22 1 dtb
1p # /etc/mknod kbd ¢ 22 2 fss
makefile ¥ /etc/mknod fss ¢ 22 3 gpu
mem ! kbd
ok_rkO07b v kmem
mt0 1p
mtl makefile
! nrmt0 . mem
nrotl ' mk_rkO07b
null mt-o_
r,tl - mtl
: rmt0 nrme0
i ramtl nrmtl
rp0 null
rpl0 r,tl
rpl3 rmtO
rpl7 rotl
rp3 rp0
rrp0 " rpl0
‘ rrpl0 rpl3
; rrpl3 ‘ o . rpl?
: rrpl? rp3
? repl rrp0
! swap rrplo0
tty rrpl3
tty00 rrpl?
ttyOl  rrp3
tty02 swap .
[ ttyolt ttyoo
o tty05 ttyo1l
251 tty06 tty02
o § tty0? tty03
o tey08 tty04
N teylo tty06
4 - teyll tty07?
- tetyl2 tey08
= teyl3 | tty09
; teyléd ttylo
teyls : ttyll
ot ttyl3
‘ ttyld
E tetyls
v | vp0
|
: 195
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Appendix G: Major System Directories

# 1s /sys/conf
c.c .
c.c.lp
C.C.8avVe
c.c.vg
conf.afit
conf.afit.lp
conf.asd
convert
dtb.c

fss.c
hkhtconf
hktmconf
hktsconf
hphtconf
hptmconf
hptsconf
kbd.c

l.s
l.s.auto
l.s.good
l.s5.1p
l.s.save
l.s.vg

1 1.8
makefile
mchO.s
mch_1i.s
mch_i.s.save
mch_id.s
mkconf
mkconf.c
mkdev_1
mkdev_id
mksys_1
mksys 1id
rlhtconf
rltmconf
rltsconf
rphtconf
rptmconf
rptsconf
unix_ {1
unix_{.save
unix_1d

‘'unixconf
.vg_conf.load

vg_conf.unload
vgtest.c
4

AT e T e T o\ tim v

# 1s /sys/dev
LIB2 1§
LIB2 i.save
LIB2 i.vg
LIB2_id
bio.c
cat.c
dc-c

dh.c
dhdm.c
dhdm.c.orig
dhdm.c.v7m
dhfdm.c
dkleave.c
dn.c
dsort.c
du.c

dz.c

hk.c

hp.c

ht.c

kl.c

lp.c
mem.c
mklib {1
mklib_id
nmxl.c
mx2.c
partab.c
pkO.c
pkl.c
pk2.c
pkl.c
rf.c

rk.c

rl.c
rl.c.orig
rplc
rx2.c.vim
sys.c
tc.c

tm.cC
ts.¢c
ts.c.o0ld
tty.c
vg.C
vp.c

vs.c

f

# 1s /sys/h
acct.h
buf.h
callo.h
conf.h
dir.h
dumprestor.h
fblk.h
file.h
filsys.h
ino.h
inode.h
map.h
mount.h
mpx.h

mx.h

pack.h
param.h
param_1i.h
param_i.h.v7m
param_1id.h
pk.h

pk.p

prim.h
proc.h
pwd.h

reg.h

seg.h
smallparam.h
stat.h
stdio.h
systm.h
term.h
text.h
timeb.h
tty.h
types.h
user.h

vg.h

#

196

# 1s /sys/sys
LIBl_{

" LIB1_id
acct.c
alloc.c
clock.c
fakemx.c

. flo.c

‘iget.c
machdep.c
main.c
malloc.c

‘mklib {1
nklib id
nami.c

plpe.c
prf.c
prim.c

‘rdwri.c
sig.c

"slp.c
subr.c
sysl.c
sys2.c
sys3.c
sysbd.c
sysent.c
text.c
trap.c

‘ureg.c
#

RIS, 0 £ ¥ & 5§




Appendix H: Rebooting the System from
UNIX Object File /unix.vg
This appendix contains a listing of the commands exe-
cuted to reboot the system from UNIX object file /unix.vg.
This rebooting session was accomplished from the system con-
sole. When the session was begun the system was in multi-
user mode with the system console logged in as the "root"

user executing a monitoring loop.

In this example, all commands typed by the systems

programmer are under scored.

Y
d

i
1
!
1
|
!
|

F«




ouks #
ouks g

ERERRRRRRRERRRRRN RN NN RN R 0NE OST R RN R RN N ERANERRRRRRRRRRN RN
T86T ISH 22:G9T1:T2 8T 290 T4d

tLtdaa/asp/
0 Bugsstuw
L16 9343

(2Lh6h=P°0=TTT LE=TTTTI2T=T) LGLOG pasn

. (0=2°0=q°ge2=P“gR0G=I) 9TEG S3TTJ
:l1daa/asp/

T 9ATap ‘wagshs ATy asn/ yoay)

tgdaasasp/

0 Fupsstu

09141 99a3

(098LT=P 0=TTT‘G=TT°80G=T) 8LEQT pasn
0=0°0=Q°88T=P nET=a) 229T S3ITJ

igdaasasp/
0 S9ATJap ‘wajshs aTTJ swoy HoaYy)
€1 cl 4

4Ud NUFT S9fJI3Ua
rodaa/asp/
0 Bupsstu
0lLS 99ag

(GOh8=P 0=TTT Qg=TT 1E2=T) 2598 pasn

(9€=0°g=q°9g=p 15G=a) 129 SaTTJ

:odaa/asp/

0 2ATJADP ‘wajgsds aTTJ 300J HO3Y)H

T86T LSHT 64:TT:TC 8T 99Q TId

BURMANURNRINRNNAN RN RN NN NENE OCSH B RN R R R RN RN ER AR RRRRRERE RN NN
OSJ # #

T 1T~ 1T #

TT:T2 gT 99Q aTOsuUcd 3004

OouM
d Toajuod ® adij

i i e R e

198




Tg6T IS 00:8I:60 R 220 TJ4d
8160812t 23%ED #

6£02 = wow

ASXTUN(0'0)NY
s00g

. 300q #




Vita

Bradley Ray Stewart was born on 5 August 1955 in San
Luis Oblspo, Californla. Bradley graduated witﬁ academic
honors from East Unlion High School, Manteca, California in
1973. He attended Brigham Young University from which he
recelved a Bachelor of Science degree in Computer Technology
in June 1980. Upon graduation, he received a commission in
the USAF through the ROTC program. He then entered the
School of Engineering, Air Force Institute of Technology,
in June 1980.

Permanent address: 1026 Lewis 0QOak Road

Gridley, California 95948




UNCLASSIFIED

SECURITY CLASS'FICATION OF THIS ®BAGE ‘Whan Dats Entered)

REPORT DOCUMENTATION PAGE BEF R R O RN
) 1. REPORT RUNDER 2. GOVT ACCESSION NO.| 3. PECIS' ENT'S CATALOG NUMBER
> AFIT/GCS/MA/81D-6 ASRY / ! .
4. TITLE (and Subtitle) 5. TYFE OF REPCRT & PERIOD COVERED

A UNIX BASED DEVICE DRIVER FOR THE VECTOR

GENERAL 3404 GRAPHICS DISPLAY SYSTEM MS Thesis

6. PERFORMING ORG. REPORT NUMBER

7. AUTHOR(s) . 8. CONTRACT OR GRANT NUMBER(s)

Bradley R. Stewart

9. PERFORMING ORGANIZATION NAME AND ADDRESS 10. ::SE;;;EOERLKEM}E:‘TT'NPRMOBJEEé:;. TASK k
Air Force Institute of Technology (AFIT/EN) UNIT Ny ﬁ
Wright-Patterson AFB, Ohio 45433 1

11. CONTROLLING OFFICE NAME AND ADDRESS 12, REPORT DATE
March, 1982
13_NUMBER OF PAGES

213

16, MONITORING AGENCY NAME & ADDRESS(if diftersnt from Controlling Olfice) 15. SECURITY CLASS. (of this report)
Unclassified !

1Sa. DECL ASSIFICATION/ DOWNGRADING
SCHEDULE

16. DISTRIBUTION STATEMENT (of this Report)

Approved for public release; dis;ribution unlimited

17. DISTRIBUTION STATEMENT (of the abetract entered in Block 20, if different trom Report)
. Dean for heszarch aad
15 APR 1982 Professional Development

ZJ <. w Q Air Force !nclitete of Technology (ATC)
e Wright-Pallarson AR, OH—45488——

Approi}ef for public release; IAW AFR 190-17

18. SUPPLEMENTARY NOTES

F—C—tYNCH - Majors=USAF
Director 6f information
19. KEY WORDS (Continue on reverse side if necessary and identify by block number)
UNIX Vector General 3404
Computer Graphics POP11/60
Peripheral Device I/0
Device Driver

Device Handler
20. ABSTRACT (Continue on reverse aide If necessary and identity by dlock number)

A device driver for the Vector General 3404 Graphics Display System was
installed under the UNIX version seven operating system on a PDP11/60 computer.
This was accomplished by modifying an existing device driver which was designed
to run under version six of the UNIX operating system.

.. The major topics addressed in this report are the C programming language,
! peripheral device 1/0 processing under UNIX, the hardware interface between

| the PDP11/60 and the graphics display system, the graphics display system
DD ,,5n'ys 1473  coimion oF t wov 68 15 osoLETE UNCLASSIFIED

SECURITY CLASSIFICATION OF THIS PAGE (Whon Data Entered)

i
_ ' ® * ) ’
e N N P T 7 .
P SV 5 BT "W = ) ' §




L L1 prtap noes A 8 ST w9 L KA P

| E————— -

! —LNCIASSTFTED

SECURITY CLASSIFICATION OF THIS PAGE(When Date Entered)

ftself, and the existing device driver software.

Structure charts were used to document the design of the UNIX peripheral
device I/0 processing software and the design of the device driver software.
| Modifications to the original device driver were easily accomplished due to
the top-down modular design of the original software. UNIX provided a
straight-forward interface for adding the device driver software to the system.

= W T TR ET

UNCLASSIFIED

’ SECURITY CLASSIFICATION OF THIS PAGE(When Data Entered)







